**ADO.NET –** часть платформы .NET Framework, представляющая различные службы для доступа к реляционным данным.

Пользовательские приложения, могут использовать ADO.NET для соединения, обработки и обновления данных в различных источниках.

Архитектура ADO.NET ET

Двумя основными компонентами ADO.NET является **поставщик данных** .NET Framework и **автономная модель** хранения данных.

**Поставщик данных** .NET Framework используется для соединения с базой данных, выполнения команд и получение результатов выполнения команд.

**Автономная часть** архитектуры, представленная в виде класса DataSet, является расположенным в оперативной памяти кэшем данных, для хранения результатов, получаемых от поставщика данных.

Разделение архитектуры на две независимые части позволяет использовать технологию ADO.NET для построения многоуровневых приложений, а так же для создания приложений, использующих различные источники данных.

* **Data Source** – указывает имя экземпляра SQL Server, к которому нужно подключиться
* •**Initial Catalog** – параметр, указывающий на имя базы данных на сервере, к которой нужно подключиться
* •**Integrated Security** – позволяет использовать для подключения к серверу данные учетной записи Windows или имя входа SQL Server.
* •**User Id** – позволяет указать имя входа SQL Server для подключения к серверу
* **Password** – пароль имени входа SQL Server

**Пул соединений** снижает количество открытий новых соединений. **Пул** управляет соединениями с помощью поддержания набора активных соединений для каждой конфигурации данного соединения. Каждый раз, когда пользователь вызывает метод **Open** в соединении, организатор пулов ищет в пуле доступное соединение. Если соединение пула доступно, вместо открытия нового соединения он возвращает его участнику

string conStr = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB; Integrated Security=True"; //строка подключения

// string conStr = @"Data Source=(local)\SQLEXPRESS;Initial Catalog=ShopDB; Integrated Security=True";

// string conStr = @"Data Source=localhost\SQLEXPRESS;Initial Catalog=ShopDB; Integrated Security=True";

// Следую инструкциям строки подключения следует найти на локальном компьютере экземпляр SQL Server с именем SQLEXPRESS,

// поискать каталог ShopDB и попытаться получить доступ к источнику данных через доверительное подключение,

// используя для этого вашу учетную запись Microsoft Windows

SqlConnection connection = new SqlConnection(conStr);

try

{

connection.Open(); // открытие физического подключения к источнику данных

Console.WriteLine(connection.State);

}

catch (Exception ex)

{

Console.WriteLine(ex.Message);

}

finally

{

connection.Close(); //закрытие физического соединения с источником данных

Console.WriteLine(connection.State);

}

\*\*\*

// Для демонстрации этой программы нужно создать базу данных EvelDB, а так же зарегистрировать пользователя SQLServer

// Пошаговая инструкция по созданию базы данных и пользователя находится в файле "CreatingEvelDB.xps".

private void LoginButton\_Click(object sender, EventArgs e)

{

string conStr = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;" + // построение строки подключения

"User ID=" + userNameTextBox.Text + ";" +

"Password=" + passwordTextBox.Text + ";";

using (SqlConnection connection = new SqlConnection(conStr))

{

try

{

connection.Open();

MessageBox.Show("Connection opened to " + connection.Database); // вывод на экран информации о подключении к базе данных

}

catch (Exception exception)

{

MessageBox.Show(exception.Message);

}

}

\*\*\*

ConnectionStringBuilder

private void LoginButton\_Click(object sender, EventArgs e)

{

SqlConnectionStringBuilder connectionStringBuilder = new SqlConnectionStringBuilder(); // создание конструктора строк подключения

#if SetProperty

connectionStringBuilder.DataSource = @".\SQLEXPRESS"; // используйте конструктор строк подключения для

connectionStringBuilder.InitialCatalog = "ShopDB"; // предотвращения изменения пользователем структуры строки подключения

connectionStringBuilder.UserID = userNameTextBox.Text;

connectionStringBuilder.Password = passwordTextBox.Text;

#else

connectionStringBuilder["Data Source"] = @".\SQLEXPRESS"; // используйте конструктор строк подключения для

connectionStringBuilder["Initial Catalog"] = "ShopDB"; // предотвращения изменения пользователем структуры строки подключения

connectionStringBuilder["User ID"] = userNameTextBox.Text;

connectionStringBuilder["Password"] = passwordTextBox.Text;

#endif

using (SqlConnection connection = new SqlConnection(connectionStringBuilder.ConnectionString))

{

try

{

connection.Open();

MessageBox.Show("Connection opened to " + connection.Database);

}

catch (Exception exception)

{

MessageBox.Show(exception.Message);

}

}

}

\*\*\*

Pool

string conStr = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB; Integrated Security=true; Pooling = true"; // включение или отключение пула для этого подключения

DateTime start = DateTime.Now;

for (int i = 0; i < 1000; i++)

{

SqlConnection connection = new SqlConnection(conStr);

connection.Open(); // при включенном пуле физическое соединение не создается, а берется из пула соединений

connection.Close(); // при включенном пуле физическое соединение не разрывается, а помещается в пул

}

TimeSpan stop = DateTime.Now - start;

Console.WriteLine(stop.TotalSeconds);

\*\*\*

App config

конфигурационного файла

var setting = new ConnectionStringSettings

{

Name = "MyConnectionString1", //имя строки подключения в конфигурационном файле

ConnectionString = @"Data Source=.\SQLEXPRESS;

Initial Catalog=ShopDB;

Integrated Security=True;"

};

Configuration config; // Объект Config представляет конфигурационный файл

config = ConfigurationManager.OpenExeConfiguration(ConfigurationUserLevel.None); // Объект ConfigurationManager предоставляет доступ к файлам конфигурации

config.ConnectionStrings.ConnectionStrings.Add(setting);

config.Save();

Console.WriteLine("Строка подключения записана в конфигурационный файл.");

// Получение строки подключения.

Console.WriteLine(ConfigurationManager.ConnectionStrings["MyConnectionString1"].ConnectionString);

}

\*\*\*

Шифрование строки

Configuration config = ConfigurationManager.OpenExeConfiguration(ConfigurationUserLevel.None);

config.ConnectionStrings.ConnectionStrings.Add(new ConnectionStringSettings("COnnectionStr1", "SomeConnectionString"));

config.Save();

ConnectionStringsSection section = config.GetSection("connectionStrings") as ConnectionStringsSection;

if (section.SectionInformation.IsProtected)

{

// Расшифровать секцию

section.SectionInformation.UnprotectSection();

}

else

{

// Зашифровать секцию.

section.SectionInformation.ProtectSection(

"DataProtectionConfigurationProvider");

}

// Сохранить файл конфигурации.

config.Save();

// Проверка шифрования

Console.WriteLine("Protected={0}", section.SectionInformation.IsProtected);

Console.WriteLine(ConfigurationManager.ConnectionStrings["COnnectionStr1"].ConnectionString);

}

\*\*\*

Ole Db

using System.Data.OleDb;

class Program

{

static void Main(string[] args)

{

ConnectToAccessDB();

ConnectToExcelDB();

}

// Подключение к Microsoft Access

private static void ConnectToAccessDB()

{

var conn = new OleDbConnection(@"Provider=Microsoft.Jet.OLEDB.4.0; Data Source= D:\ADO.NET\DATA\Access.mdb");

try

{

conn.Open();

Console.WriteLine("Connection to .mdb(AccessDB) file opened successfully");

}

catch (Exception e)

{

Console.WriteLine("Error: " + e.Message);

}

finally

{

conn.Close();

Console.WriteLine("Connection closed");

}

}

// Подключение Microsoft Excel

private static void ConnectToExcelDB()

{

var conn = new OleDbConnection(@"Provider=Microsoft.Jet.OLEDB.4.0; Data Source=D:\ADO.NET\DATA\Excel.xls; Extended Properties=""Excel 8.0""");

try

{

conn.Open();

Console.WriteLine("Connection to .xls(ExcelDB) file opened successfully");

}

catch (Exception e)

{

Console.WriteLine("Error: " + e.Message);

}

finally

{

conn.Close();

Console.WriteLine("Connection closed");

}

}

\*\*\*

Команды

**SqlCommand –** объект подключаемой части технологии ADO.NET, позволяющий выполнять инструкции T-SQL над источником данных.

После создания объекта

**SqlCommand**

можно выполнять

T

-

SQL

инструкции

над

источником данных, для чего объект

**SqlCommand**

имеет ряд методов,

позволяющих выполнять разные типы инструкций.

Методы объекта

**SqlCommand**

для выполнения команд:

* **1)ExecuteNonQuery()** – этот метод предназначен для выполнения команд, не возвращающих значения. Такие команды могут выполнять следующие инструкции T-SQL: INSERT, DELETE, ALTER, DROP, CREATE.
* **2)ExecuteScalar() –** этот метод предназначен для выполнения команд, возвращающих скалярные значения.
* **3)EcecuteReader() –** этот метод предназначен для выполнения команд, возвращающих данные в табличном представлении(SELECT).
* Объект **DataReader** представляет собой аналог пожарного курсора только для чтения, позволяющий просматривать табличные данные, которые возвращает команда.
* Получить объект **DataReader** можно с помощью метода **ExecuteReader()** объекта **Comman**

\*\*\*

string conStr = @"Data Source=.\SQLEXPRESS; Initial Catalog=ShopDB; Integrated Security=True;"; // создание строки подключения

SqlConnection connection = new SqlConnection(conStr);

//\*\*\*\*\*\*\*\*\*\*Первый способ\*\*\*\*\*\*\*\*\*\*\*\*\*\*

SqlCommand cmd = new SqlCommand();

cmd.Connection = connection;

cmd.CommandText = "Some T-SQL Command";

//\*\*\*\*\*\*\*\*\*\*Второй способ\*\*\*\*\*\*\*\*\*\*\*\*\*\*

cmd = connection.CreateCommand();

cmd.CommandText = "Some T-SQL Command";

//\*\*\*\*\*\*\*\*\*\*Третий способ\*\*\*\*\*\*\*\*\*\*\*\*\*\*

cmd = new SqlCommand("Some T-SQL Command", connection);

\*\*\*

Execute

static void Main(string[] args)

{

string conStr = @"Data Source=.\SQLEXPRESS; Initial Catalog=ShopDB; Integrated Security=True;"; // создание строки подключения

SqlConnection connection = new SqlConnection(conStr);

connection.Open(); // открытие подключения

SqlCommand cmd = new SqlCommand("SELECT Phone FROM Customers WHERE CustomerNo = 1", connection); // создание команды, возвращающей скалярное значение

string phoneNumber = (string)cmd.ExecuteScalar(); // выполнение команды

Console.WriteLine(phoneNumber);

}

\*\*\*

ExecuteNonQuery

SqlCommand insertCommand = connection.CreateCommand(); // создание команды на вставку данных

insertCommand.CommandText = "INSERT Customers VALUES ('Alex', 'Petrov', 'Petrovich', 'Заворотная 7', NULL, 'Kiyv', '(063)8569584', '2010-01-01')";

int rowAffected = insertCommand.ExecuteNonQuery(); // выполнение команды на вставку

Console.WriteLine("INSERT command rows affected: "+rowAffected);

// DELETE command

SqlCommand deleteCommand = connection.CreateCommand(); // создание команды на удаление данных

deleteCommand.CommandText = "DELETE Customers WHERE Phone = '(063)8569584'";

rowAffected = deleteCommand.ExecuteNonQuery(); // выполнение команды на удаление

Console.WriteLine("DELETE command rows affected: " + rowAffected);

connection.Close();

\*\*\*

SqlDataReader

SqlCommand cmd = new SqlCommand("SELECT \* FROM Customers", connection); // построение команды, возвращающей данные в табличном представлениии

SqlDataReader reader = cmd.ExecuteReader();

// с помощью объекта SqldataReder можно просматривать резельтаты запроса строка за строкой

// метод Read() возвращает значение true или false в зависимости от того, достигнут ли конец пакета строк, пришедших от сервера

// так же метод Read при каждом его вызове перемещается к следующей строке пакета, пришедшего от сервера

while (reader.Read())

{

for (int i = 0; i < reader.FieldCount; i++)

{

Console.WriteLine(reader.GetName(i) + ": " + reader[i]);

}

Console.WriteLine(new string('\_', 20));

}

reader.Close();

connection.Close();

}
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\*\*\*

GetFieldValue

SqlCommand cmd = new SqlCommand("SELECT \* FROM Customers", connection); // построение команды, возвращающей данные в табличном представлениии

connection.Open();

SqlDataReader reader = cmd.ExecuteReader(); // метод ExecuteReader возвращает

// с помощью объекта SqldataReder можно просматривать резельтаты запроса строка за строкой

// метод Read() возвращает значение true или false в зависимости от того, имеется ли следующая строка, которую можно посмотреть

// так же метод Read при каждом его вызове перемещается к следующей строке набора строк, пришедших тот сервера

while (reader.Read())

{

Console.WriteLine(reader.GetFieldValue<int>(0)); // вывод на экран ID клиента испльзуя метод GetFieldValue

Console.WriteLine( // вывод на экран ФИО клиента испльзуя метод GetString

reader.GetString(2)+" "+

reader.GetString(1)+" "+

reader.GetString(3)

);

Console.WriteLine(reader.GetFieldValue<string>(7)); // вывод на экран номера телефона клиента

Console.WriteLine("{0:D}",reader.GetDateTime(8)); // вывод на экран поля DataInSystem клиента
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\*\*\*

Индексаторы

SqlCommand cmd = new SqlCommand("SELECT \* FROM Customers", connection); // построение команды, возвращающей данные в табличном представлениии

// метод ExecuteReader возвращает новый объект SqlDataReader

using ( SqlDataReader reader = cmd.ExecuteReader())

{

// с помощью объекта SqldataReder можно просматривать резельтаты запроса строка за строкой

// метод Read() возвращает значение true или false в зависимости от того, имеется ли следующая строка, которую можно посмотреть

// так же метод Read при каждом его вызове перемещается к следующей строке набора строк, пришедших тот сервера

while (reader.Read())

{

Console.WriteLine(reader[0]); // вывод на экран ID клиента испльзуя перегрузку оператора с целочисленным индексом

Console.WriteLine( // вывод на экран ФИО клиента испльзуя перегрузку оператора со строковым индексом

reader["LName"] + " " +

reader["Fname"] + " " +

reader["MName"]

);

Console.WriteLine(reader[7]); // вывод на экран номера телефона клиента

Console.WriteLine("{0:D}", reader[8]); // вывод на экран поля DataInSystem клиента

//Console.WriteLine(reader.GetFieldValue<DateTime>(8));

Console.WriteLine(new string('\_', 20));

}

} // при выходе из блока using redader будет закрываться автоматически

connection.Close();

}

\*\*\*

Async

async private void getdataAsyncButtom\_Click(object sender, EventArgs e)

{

using (SqlConnection connection = new SqlConnection(conStr))

{

await connection.OpenAsync(); // асинхронное открытие соединения

SqlCommand cmd = new SqlCommand("WAITFOR DELAY '00:00:10'", connection); // асинхронное выполнение команды

await cmd.ExecuteNonQueryAsync();

MessageBox.Show("Command executed async");

}

}

\*\*\*

NextResult

SqlCommand cmd = new SqlCommand("SELECT \* FROM Customers WHERE CustomerNo = 1; SELECT \* FROM Employees WHERE EmployeeID = 1;", connection); // создание пакета запросов

SqlDataReader reader = cmd.ExecuteReader();

Console.WriteLine("press any key to see data from Customers");

Console.ReadKey();

WriteReaderData(reader); // вывод на экран данных

Console.WriteLine("press any key to see data from Employees");

Console.ReadKey();

reader.NextResult(); // переход к следующему запросу

WriteReaderData(reader); // вывод данных на экран

public static void WriteReaderData(DbDataReader reader)

{

while (reader.Read()) // вывод данных возвращаемых вторым запросом

{

for (int i = 0; i < reader.FieldCount; i++)

Console.WriteLine(reader.GetName(i)+": "+reader[i]);

Console.WriteLine(new string('\_', 20));

}

}

\*\*\*

Проверка на Null

while (reader.Read())

{

Console.WriteLine("Name: "+reader.GetString(2) + " " + reader.GetString(1) + " " + reader.GetString(3));

//if (reader[5] == DBNull.Value) //ошибка времени выполнения.

if (reader.IsDBNull(5)) // метод IsDbNull позволяет проверить наличие данных в указанном поле источника данных

Console.WriteLine("Address Line 2: " + "No Data");

else

Console.WriteLine("Address Line 2: " + reader[5]);

Console.WriteLine();

}

\*\*\*

Транзакции и уровни изолирования

SqlCommand cmd = new SqlCommand("UPDATE Customers SET Phone = 'TEST' WHERE CustomerNo = 1", connection);

//cmd = new SqlCommand("UPDATE Customers SET Phone = '(052)1245789' WHERE CustomerNo = 1", connection);

try

{

connection.Open();

cmd.Transaction = connection.BeginTransaction();

cmd.ExecuteNonQuery();

throw new Exception();

cmd.Transaction.Commit();

Console.WriteLine("Transaction commited");

}

catch (Exception)

{

cmd.Transaction.Rollback();

Console.WriteLine("Transaction rollback");

}

}

\*\*\*

Ждать окончания роботы первой транзакции

string conStr = @" Initial Catalog=ShopDB; Data Source=.\SQLEXPRESS; Integrated Security=True;"; // создание строки подключения

SqlConnection connection = new SqlConnection(conStr);

SqlCommand cmd = new SqlCommand("SELECT LName, FName, Phone FROM Customers", connection);

Console.WriteLine("Step 2. Press any key to read Customers");

Console.ReadKey();

connection.Open();

cmd.Transaction = connection.BeginTransaction(IsolationLevel.ReadCommitted);

SqlDataReader reader = cmd.ExecuteReader();

while (reader.Read())

{

Console.WriteLine("{0} {1}: {2}", reader[0], reader[1], reader[2]);

}

connection.Close();

}

\*\*\*

Параметризированный запрос

Console.WriteLine("Введите ID клиента");

var customerNo = Console.ReadLine();

// не используйте конкатенацию строк для запросов во избежание изменения структуры запроса пользователем

string commandStr = string.Format("SELECT \* FROM Customers WHERE CustomerNo = {0};", customerNo); // для создания параматризированного запроса используется метод string.Format

using (SqlConnection connection = new SqlConnection(conStr)) // создание подключения

{

connection.Open();

SqlCommand cmd = new SqlCommand(commandStr, connection);

using (SqlDataReader reader = cmd.ExecuteReader()) // выполнение запроса и чтение результатов

{

while (reader.Read())

{

for (int i = 0; i < reader.FieldCount; i++)

Console.WriteLine("{0}: {1}", reader.GetName(i), reader[i]);

Console.WriteLine(new string('-', 20));

}

}

\*\*\*

SqlParametr

var conStr = @"Data Source=.\SQLEXPRESS; Initial Catalog=ShopDB; Integrated Security=True;"; // создание строки подключения

var commandStr = "SELECT \* FROM Customers WHERE CustomerNo = @CustomerNo;"; // строка с запросом

Console.WriteLine("Enter customer ID");

var customerNo = Console.ReadLine(); // получение ID клиента от пользователя

SqlConnection connection = new SqlConnection(conStr); // создание подключения

SqlCommand cmd = new SqlCommand(commandStr, connection); // создание команды

cmd.Parameters.AddWithValue("CustomerNo", customerNo); // добавление параметра в коллекцию параметров команды

connection.Open();

\*\*\*

Parametr

string conStr = @"Data Source=.\SQLEXPRESS; Initial Catalog=ShopDB; Integrated Security=True;"; // создание строки подключения

SqlConnection connection = new SqlConnection(conStr);

SqlCommand cmd = new SqlCommand("SET @Parameter = 2;", connection);

SqlParameter parameter = cmd.Parameters.Add(new SqlParameter("Parameter", System.Data.SqlDbType.Int));

parameter.Direction = System.Data.ParameterDirection.Output; // указание направления параметра

connection.Open();

cmd.ExecuteNonQuery();

Console.WriteLine("Parameter value: " + parameter.Value); // вывод на экран значения параметра после выполнения запроса

\*\*\*

Хранимые процедури

string conStr = @"Data Source=.\SQLEXPRESS; Initial Catalog=ShopDB; Integrated Security=True;"; // создание строки подключения

SqlConnection connection = new SqlConnection(conStr);

SqlCommand cmd = new SqlCommand("EXECUTE selectEmp", connection); // создание команды, выполняющей хранимую процедуру selectEmp

connection.Open();

SqlDataReader reader = cmd.ExecuteReader();

while (reader.Read())

{

for (int i = 0; i < reader.FieldCount; i++)

Console.WriteLine("{0}: {1}", reader.GetName(i), reader[i]);

Console.WriteLine();

}

connection.Close();

\*\*\*

Хранимая процедура с параметром

// код хранимой процедуры selectEmp: CREATE proc dbo.proc\_p1 @EmployeeID nvarchar(50)

// AS

// SELECT \* from dbo.Employees

// WHERE EmployeeID = @EmployeeID

string conStr = @"Data Source=.\SQLEXPRESS; Initial Catalog=ShopDB; Integrated Security=True;"; // создание строки подключения

SqlConnection connection = new SqlConnection(conStr);

Console.WriteLine("Enter employeeID");

int employeeID = int.Parse(Console.ReadLine()); // получение данных от пользователя

SqlCommand cmd = new SqlCommand("proc\_p1", connection) { CommandType = System.Data.CommandType.StoredProcedure }; // создание команды, вызывающей хранимую процедуру

cmd.Parameters.AddWithValue("@EmployeeID", employeeID); // добавление одного параметра

connection.Open();

SqlDataReader reader = cmd.ExecuteReader(); // выполнение команды

while (reader.Read())

{

for (int i = 0; i < reader.FieldCount; i++)

Console.WriteLine("{0}: {1}", reader.GetName(i), reader[i]);

Console.WriteLine();

}

\*\*\*

Return

// код хранимой процедуры CREATE PROCEDURE ProcedureReturnValue

// AS

// BEGIN

// return 1;

// END

string conStr = @"Data Source=.\SQLEXPRESS; Initial Catalog=ShopDB; Integrated Security=True;"; // создание строки подключения

SqlConnection connection = new SqlConnection(conStr);

SqlCommand cmd = new SqlCommand("ProcedureReturnValue", connection) { CommandType = System.Data.CommandType.StoredProcedure };

SqlParameter parameter = cmd.Parameters.Add(new SqlParameter());

parameter.Direction = System.Data.ParameterDirection.ReturnValue; // после выполнения комманды parameter будет содержать возвращаемое значение хранимой процедуры

connection.Open();

cmd.ExecuteNonQuery();

Console.WriteLine(parameter.Value);

\*\*\*

Для объекта **DataTable** можно задать следующие ограничения:

* **1)UniqueConstraint** - предоставляет ограничение на набор столбцов, в которых все значения должны быть уникальными. Следует пользоваться этим ограничением в том случае, когда необходимо гарантировать уникальность комбинаций значений различных полей таблицы
* **2)PrimaryKey** – особый вид ограничения на уникальность. Первичный ключ таблицы может быть только один
* **3)ForeignKeyConstraint** – ограничение, гарантирующее что нельзя создать строку в дочерней таблице, которая ссылается на несуществующую строку родительской таблицы.

\*\*\*

Автономная часть

DataTable table = new DataTable("MyFirstTable");

DataColumn firstColumn = new DataColumn("First Column", typeof(int));

DataColumn secondColumn = new DataColumn("Second column", typeof(string));

DataColumnCollection columnCollection = table.Columns;

columnCollection.AddRange(new DataColumn[]{firstColumn, secondColumn});

foreach (DataColumn column in table.Columns)

Console.WriteLine("{0}: {1};", column.ColumnName, column.DataType);

\*\*\*

New row

DataTable table = new DataTable();

table.Columns.Add(new DataColumn("Column1", typeof(int)));

table.Columns.Add(new DataColumn("Column2"));

DataRow newRow = table.NewRow();

newRow["Column1"] = 1; // индексатор объекта DataRow в качастве строкового индекса принимает имя поля в строке к которому нужно обратиться

//newRow[0] = 1;

newRow["COlumn2"] = "One";

//newRow[1] = "One"; // индексатор объекта DataRow в качастве целочисленного индекса принимает индекс поля в строке к которому нужно обратиться

Console.WriteLine("table.Rows.Count: " + table.Rows.Count); // выведется 0

table.Rows.Add(newRow); // строка становится строкой таблицы при добавлении её в коллекцию Rows таблицы

Console.WriteLine("table.Rows.Count: " + table.Rows.Count); // выведется 1

Console.WriteLine();

foreach (DataRow row in table.Rows)

{

foreach (DataColumn column in table.Columns)

Console.WriteLine("{0}: {1}", column.ColumnName, row[column]);

}

}
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\*\*\*

Создание таблиц по схеме

// This method creates new DataTable with schema same to SqlDataReader

private static DataTable CreateSchemaFromReader(SqlDataReader reader, string tableName)

{

DataTable table = new DataTable(tableName);

for (int i = 0; i < reader.FieldCount; i++)

table.Columns.Add(new DataColumn(reader.GetName(i), reader.GetFieldType(i)));

return table;

}

// This method write data to DataTable whith same schema as DataReader

private static void WriteDataFromReader(DataTable table, SqlDataReader reader)

{

while (reader.Read())

{

DataRow row = table.NewRow();

for (int i = 0; i < reader.FieldCount; i++)

row[i] = reader[i];

table.Rows.Add(row);

}

}

static void Main(string[] args)

{

string conStr = @"Data Source=.\SQLEXPRESS; Initial Catalog=ShopDB; Integrated Security=True;"; // создание строки подключения

SqlConnection connection = new SqlConnection(conStr);

connection.Open();

SqlCommand cmd = new SqlCommand("SELECT \* FROM Customers", connection);

SqlDataReader reader = cmd.ExecuteReader();

DataTable table = CreateSchemaFromReader(reader, "Customers"); // создание новой таблицы на основе схемы, предоставляемой DataReader

foreach (DataColumn column in table.Columns)

Console.WriteLine("{0}: {1}", column.ColumnName, column.DataType);

WriteDataFromReader(table, reader); // запись данных в таблицу с помощью DataReader

Console.WriteLine();

foreach (DataRow row in table.Rows)

{

foreach (DataColumn column in table.Columns)

Console.WriteLine("{0}: {1}", column.ColumnName, row[column]);

Console.WriteLine();

}

reader.Close();

connection.Close();

}

\*\*\*

GetSchemaTable

static void Main(string[] args)

{

string conStr = @"Data Source=.\SQLEXPRESS; Initial Catalog=ShopDB; Integrated Security=True;"; // создание строки подключения

SqlConnection connection = new SqlConnection(conStr);

connection.Open();

SqlCommand cmd = new SqlCommand("SELECT \* FROM Customers", connection);

SqlDataReader reader = cmd.ExecuteReader();

DataTable schemaTable = reader.GetSchemaTable(); //получение информации о схеме таблицы Customers

foreach (DataRow row in schemaTable.Rows) // вывод на экран информации, предоставляемой методом GetSchemaTable

{

foreach (DataColumn column in schemaTable.Columns)

Console.WriteLine("{0}: {1}", column.ColumnName, row[column]);

Console.WriteLine();

}

DataTable customers = new DataTable("Customers");

foreach (DataRow row in schemaTable.Rows)

{

var dataColumnToInsert = new DataColumn((string)row["ColumnName"], (Type)row["DataType"]);

customers.Columns.Add(dataColumnToInsert); // добавление столбцов в таблицу customers

}

Console.WriteLine(new string('-', 20));

foreach (DataColumn customersColumn in customers.Columns)

Console.WriteLine("{0}: {1}", customersColumn.ColumnName, customersColumn.DataType); // вывод имен и типов данных столбцов таблицы Customers

reader.Close();

connection.Close();

}

\*\*\*

**UniqueConstraint** - предоставляет ограничение на набор столбцов, в которых все значения должны быть уникальными. Следует пользоваться этим ограничением в том случае, когда необходимо гарантировать уникальность комбинаций значений различных полей таблицы

**PrimaryKey** – особый вид ограничения на уникальность. Первичный ключ таблицы может быть только один

**ForeignKeyConstraint** – ограничение, гарантирующее что нельзя создать строку в дочерней таблице, которая ссылается на несуществующую строку родительской таблицы.

ReadOnly

DataTable table = new DataTable();

DataColumn column = table.Columns.Add("ReadonlyColumn", typeof(string));

column.ReadOnly = true; // столбец таблицы c именем ReadonlyColumn доступен только для чтения

DataRow newRow = table.NewRow();

newRow[0] = "ReadonlyValue";

table.Rows.Add(newRow);

Console.WriteLine(table.Rows[0][0]);

table.Rows[0][0] = "NewValue"; // ОШИБКА времени выполнения

}

\*\*\*

AllowDBNull

DataTable table = new DataTable();

DataColumn column = table.Columns.Add("AllowDBNullColumn", typeof(int));

column.AllowDBNull = false;

DataRow newRow = table.NewRow();

newRow[0] = DBNull.Value;

table.Rows.Add(newRow); //ошибка времени выполнения

Console.WriteLine(table.Rows[0][0]);

\*\*\*

MaxLength

DataTable table = new DataTable();

DataColumn column = table.Columns.Add("MaxLengthConstraintColumn", typeof(string));

column.MaxLength = 5;

DataRow newRow = table.NewRow();

newRow[0] = "Some value";

table.Rows.Add(newRow); // ошибка времени выполнения

Console.WriteLine(table.Rows[0][0]);

\*\*\*

Unique

DataColumn column = table.Columns.Add("UniqueColumn", typeof(string));

column.Unique = true;

DataRow newRow = table.NewRow();

newRow[0] = "NonUniqueValue";

table.Rows.Add(newRow);

newRow = table.NewRow();

newRow[0] = "NonUniqueValue";

table.Rows.Add(newRow); // ошибка времени выполнения при нарушении ограничения Unique

Console.WriteLine(table.Rows[0][0]);

Console.WriteLine(table.Rows[1][0]);

PrimaryKey Constraint

DataTable table = new DataTable();

DataColumn column1 = table.Columns.Add("Column1", typeof(string));

DataColumn column2 = table.Columns.Add("Column2", typeof(string));

table.Constraints.Add(new UniqueConstraint(column1, false));

Console.WriteLine("is unique: " + table.Columns[0].Unique);

Console.WriteLine("Primary key columns count: "+ table.PrimaryKey.Length);

if (table.PrimaryKey.Length != 0)

Console.WriteLine("Primary key column name: " + table.PrimaryKey[0].ColumnName);

else

Console.WriteLine("Primary key column name: No data");

DataSet Foreign Key

DataSet – виртуальная бд

DataSet ds = new DataSet(); // создание DataSet

DataTable parentTable = new DataTable(); // родительская таблица

DataTable childTable = new DataTable(); // дочерняя таблица

DataColumn childColumn = childTable.Columns.Add("ChildColumn", typeof(int));

DataColumn parentColumn = parentTable.Columns.Add("ParentColumn", typeof(int));

// ограничение ForeignKeyConstraint будет работать если родительская и дочерняя таблица находятся в одном объекте DataSet

ds.Tables.AddRange(new DataTable[] { childTable, parentTable });

parentTable.Constraints.Add(new UniqueConstraint(parentColumn));

childTable.Constraints.Add(new ForeignKeyConstraint(parentColumn, childColumn));

DataRow parentRow = parentTable.NewRow();

parentRow[0] = 1;

parentTable.Rows.Add(parentRow);

DataRow childRow = childTable.NewRow();

childRow[0] = 1;

// после создания ограничения ForeignKeyConstraint нельзя добавлять в дочернюю таблицу строку, ссылающиеся на несуществующие строки из родительской таблицы

childRow[0] = 0;

childTable.Rows.Add(childRow);

Table Extension

private void Form1\_Load(object sender, EventArgs e)

{

string connectionString = @"Data Source=.\SQLEXPRESS; Initial Catalog=ShopDB; Integrated Security=True;"; // создание строки подключения

DataSet ds = new DataSet();

DataTable customers = new DataTable("Customers");

DataTable orders = new DataTable("Orders");

using (SqlConnection connection = new SqlConnection(connectionString))

{

connection.Open();

SqlCommand customersCmd = new SqlCommand("SELECT CustomerNo, LName, FName, Address1, Phone FROM Customers", connection);

SqlCommand ordersCmd = new SqlCommand("SELECT OrderID, CustomerNo, OrderDate FROM Orders", connection);

SqlDataReader ordersReader = ordersCmd.ExecuteReader(); // получение DataReader для таблицы OrderDetails

// метод LoadWithSchema позволяет на основе объекта DataReader создать объект DataTable

//с ограничениями для столбцов как в базе данных и заполнить эту таблицу данными

orders.LoadWithSchema(ordersReader);

ordersReader.Close();

SqlDataReader customersReader = customersCmd.ExecuteReader();

customers.LoadWithSchema(customersReader);

customersReader.Close();

}

// объект DataReader не имеет информации об ограничениях объектов DataTable, таких как

// UniqueConstraint, ForeignKeyConstraint и PrimaryKey, поэтому прийдется их создать вручную

customers.PrimaryKey = new DataColumn[] { customers.Columns[0] };

ds.Tables.AddRange(new DataTable[] { customers, orders });

// создание ограничения ForeignKeyConstraint для таблицы OrderDetails

var FK\_CustomersOrders = new ForeignKeyConstraint(customers.Columns["CustomerNo"], orders.Columns["CustomerNo"]);

orders.Constraints.Add(FK\_CustomersOrders);

parentGridView.DataSource = customers; // связывание элемента управления parentGridView с таблицей Products

childDataGridView.DataSource = orders; // Связывание элемента управления childDataGridView c таблицей OrderDetails

}

}

public static void LoadWithSchema(this DataTable table, SqlDataReader reader)

{

table.CreateSchemaFromReader(reader);

table.Load(reader); // Метод Load используется для загрузки в таблицу DataTable строк из источника данных.

}

// этот метод создает ограничения на столбцы таблице на основе полученного объекта DataReader

private static void CreateSchemaFromReader(this DataTable table, SqlDataReader reader)

{

DataTable schemaTable = reader.GetSchemaTable(); // Метод Возвращает таблицу описывающую метаданные столбца объекта SqlDataReader.

foreach (DataRow schemaRow in schemaTable.Rows)

{

DataColumn column = new DataColumn((string)schemaRow["ColumnName"]); // создание столбца с именем столбца в источнике данных

column.AllowDBNull = (bool)schemaRow["AllowDbNull"]; // получение значения свойства AllowDBNull

column.DataType = (Type)schemaRow["DataType"]; // получение значения свойства DataType

column.Unique = (bool)schemaRow["IsUnique"]; // получение значения свойства Unique

column.ReadOnly = (bool)schemaRow["IsReadOnly"]; // получение значения свойства Readonly

column.AutoIncrement = (bool)schemaRow["IsIdentity"]; // получение значения свойства AutoIncrement

if (column.DataType == typeof(string)) // если поле типа string

column.MaxLength = (int)schemaRow["ColumnSize"]; // получить значение свойства MaxLength

if (column.AutoIncrement == true) // Если поле с автоинкрементом

{ column.AutoIncrementStep = -1; column.AutoIncrementSeed = 0; } // задать свойства AutoIncrementStep и AutoIncrementSeed

table.Columns.Add(column); // добавить созданный столбец в коллекцию Columns таблицы

}

}

Элементы перечисления

**DataRowState**

* **1)Detached** - Строка была создана, но не является частью какой-либо **DataRowCollection**. Объект **DataRow** имеет это состояние сразу после своего создания и перед добавлением в коллекцию, а также если он был удален из коллекции.
* **2)Unchanged** - Строка не была изменена с момента последнего вызова **AcceptChanges**.
* **3)Added** - Строка была добавлена в коллекцию **DataRowCollection** и метод **AcceptChanges** не был вызван.
* **4)Deleted** - Строка была удалена с помощью метода **Delete** объекта **DataRow**.
* **5)Modified** - Строка была изменена и объект **AcceptChanges** не был вызван.

\*\*\*

Row State Data Row

DataTable table = new DataTable();

table.Columns.Add(new DataColumn("Column1"));

DataRow row = table.NewRow();

row[0] = "SomeValue";

Console.WriteLine(row.RowState); // Detached

table.Rows.Add(row);

Console.WriteLine(row.RowState); // Added

table.AcceptChanges();

//table.RejectChanges();

Console.WriteLine(row.RowState); // Unchenged

\*\*\*

Row State

// Значение Unchanged свойства RowState строки говорит о том, что строка не была изменена с момента последнего вызова AcceptChanges.

namespace RowState

{

class Program

{

private static void LoadData(string commandString, string connectionString, DataTable table)

{

using (SqlConnection connection = new SqlConnection(connectionString))

{

connection.Open();

SqlCommand cmd = new SqlCommand(commandString, connection);

SqlDataReader reader = cmd.ExecuteReader();

table.Load(reader); // метод Load при добавлении строк устанавливает им состояние Unchanged

reader.Close();

}

}

private static void SimpleLoadData(string commandString, string connectionString, DataTable table)

{

using (SqlConnection connection = new SqlConnection(connectionString))

{

connection.Open();

SqlCommand cmd = new SqlCommand(commandString, connection);

SqlDataReader reader = cmd.ExecuteReader();

while (reader.Read())

{

var newRow = table.NewRow();

for (int i = 0; i < reader.FieldCount; i++)

newRow[i] = reader[i];

table.Rows.Add(newRow);

}

reader.Close();

}

}

\*\*\*

Row State Deleted

DataTable table = new DataTable();

table.Columns.Add(new DataColumn("Column1"));

DataRow row = table.NewRow();

Console.WriteLine("Table rows count: " + table.Rows.Count);

Console.WriteLine("RowState: " + row.RowState);

Console.WriteLine();

row[0] = "SomeValue";

table.Rows.Add(row);

table.AcceptChanges();

Console.WriteLine("Table rows count: " + table.Rows.Count);

Console.WriteLine("RowState: " + row.RowState);//Unchanged

Console.WriteLine();

table.Rows[0].Delete(); // строка подготовлена к удалению. На самом деле она еще находится в коллекции строк объекта DataTable

Console.WriteLine("Table rows count: " + table.Rows.Count);

Console.WriteLine("RowState: " + row.RowState);

Console.WriteLine();

table.AcceptChanges(); // При вызове метода AcceptChanges строки подготовленные к удалению удаляются из коллекции строк таблицы

//table.RejectChanges(); // Метод RejectChanges может анулировать все изменения, произведенные со строками относительно последнего вызова метода AcceptChanges

Console.WriteLine("Table rows count: " + table.Rows.Count);

Console.WriteLine("RowState: " + row.RowState);

\*\*\*

Modified

DataTable table = new DataTable();

table.Columns.Add("Column1");

table.LoadDataRow(new[] { "Value" }, true);

table.Rows[0][0] = "NewValue";

Console.WriteLine("Before accept changes: "+table.Rows[0].RowState);

table.AcceptChanges();

Console.WriteLine("After accept changes: "+table.Rows[0].RowState);

\*\*\*

SetAdded

DataTable table = new DataTable();

table.Columns.Add("Column1");

table.LoadDataRow(new[] { "Value" }, true);

Console.WriteLine("Before call SetAdded() - "+table.Rows[0].RowState);

table.Rows[0].SetAdded();

Console.WriteLine("After call SetAdded() - " + table.Rows[0].RowState);

Begin Edit

DataTable table = new DataTable();

table.Columns.Add("Column1");

table.LoadDataRow(new[] { "Value" }, true);

Console.WriteLine("Initial value: "+table.Rows[0][0]);

table.Rows[0].BeginEdit();

table.Rows[0][0] = "NewValue";

Console.WriteLine("Purposed value: " + table.Rows[0][0]+ "\n");

Console.WriteLine("Accept changes? Yes/No");

var choice = Console.ReadLine();

switch (choice)

{

case "Yes":

table.Rows[0].EndEdit();

break;

case "No":

table.Rows[0].CancelEdit();

break;

default:

table.Rows[0].EndEdit();

break;

}

Console.WriteLine("Current value: " + table.Rows[0][0]);

}
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\*\*\*

DataRowVersion

DataTable table = new DataTable();

table.Columns.Add("Column1");

table.LoadDataRow(new object[] { "one" }, true);

table.LoadDataRow(new object[] { "two" }, true);

table.LoadDataRow(new object[] { "three" }, true);

for (int i = 0; i < table.Rows.Count; i++)

table.Rows[i][0] = "ChangedValue";

foreach (DataRow row in table.Rows)

{

Console.WriteLine("Column1 current value: " + row[0, DataRowVersion.Current]); // будут выведены текущие значения строк

Console.WriteLine("Column1 original value: " + row[0, DataRowVersion.Original]); // будут выведены оригинальные значения строк

Console.WriteLine("RowState: " + row.RowState);

Console.WriteLine();

}

}

\*\*\*

DataAdapter

Удобное заполнение автономной модели

string connectionStr = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

SqlConnection connection = new SqlConnection(connectionStr);

SqlCommand cmd = new SqlCommand("SELECT \* FROM Customers", connection);

DataTable customers = new DataTable("Customers");

SqlDataAdapter adapter = new SqlDataAdapter(cmd); // одна из перегрузок конструктора DataAdapter принимает объект Command

//SqlDataAdapter adapter = new SqlDataAdapter("SELECT \* FROM Customers", connection);

adapter.Fill(customers); // метод Fill объекта DataAdapter позволяет заполнить таблицу данными

foreach (DataRow row in customers.Rows)

{

foreach (DataColumn column in customers.Columns)

Console.WriteLine("{0}: {1}", column.ColumnName, row[column]);

Console.WriteLine();

}

\*\*\*

DataAdapter Fill Grid

DataSet ds = new DataSet();

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Customers; SELECT \* FROM Employees";

SqlDataAdapter adapter = new SqlDataAdapter(commandString, connectionString);

adapter.Fill(ds); // заполнение DataSet данными с помощью DataAdapter

// Объект DataAdapter по умолчанию не создает ограничения для столбцов таблиц

label1.Text = ds.Tables[0].TableName; // какое имя у первой таблицы в объекте DataSet?

label2.Text = ds.Tables[1].TableName; // какое имя у второй таблице в объекте DataSet?

dataGridView1.DataSource = ds.Tables[0]; // Связывание первой таблицы DataSet с элементом управления dataGridView1

dataGridView2.DataSource = ds.Tables[1]; // Связывание второй таблицы DataSet с элементом управления dataGridView2

\*\*\*

Table Mapping Имя таблиц Grid

DataSet ds = new DataSet();

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Customers; SELECT \* FROM Employees";

SqlDataAdapter adapter = new SqlDataAdapter(commandString, connectionString);

adapter.TableMappings.Add("Table", "Customers"); // объект TableMapping стоит использовать для задания своих имен для таблиц, генерируемых адаптером данных

adapter.TableMappings.Add("Table1", "Employees"); //

adapter.Fill(ds);

label1.Text = ds.Tables[0].TableName; // какое имя у первой таблицы в объекте DataSet?

label2.Text = ds.Tables[1].TableName; // какое имя у второй таблице в объекте DataSet?

dataGridView1.DataSource = ds.Tables[0];

dataGridView2.DataSource = ds.Tables[1];

Collunm Mapping Имя столбцов

DataSet ds = new DataSet();

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Customers; SELECT \* FROM Employees";

SqlDataAdapter adapter = new SqlDataAdapter(commandString, connectionString);

adapter.MissingMappingAction = MissingMappingAction.Passthrough;

DataTableMapping customersMapping = adapter.TableMappings.Add("Table", "Customers");

var cusomersColumnMappings = new DataColumnMapping[]

{

new DataColumnMapping("CustomerNo", "ID"), // переименовать CustomerNo в ID

new DataColumnMapping("FName", "Имя"), // переименовать FName в Имя

new DataColumnMapping("LName","Фамилия"), // переименовать LName в Фамимлия

new DataColumnMapping("MName","Отчество"), // ....

new DataColumnMapping("Address1","Адрес1"),

new DataColumnMapping("Address2","Адрес2"),

new DataColumnMapping("City","Город"),

new DataColumnMapping("Phone","Номер телефона"),

new DataColumnMapping("DateInSystem","Дата регистрации")

};

customersMapping.ColumnMappings.AddRange(cusomersColumnMappings);

DataTableMapping employeesMapping = adapter.TableMappings.Add("Table1", "Employees");

var employeesColumnMappings = new DataColumnMapping[]

{

new DataColumnMapping("EmployeeID", "ID"),

new DataColumnMapping("FName", "Имя"),

new DataColumnMapping("LName","Фамилия"),

new DataColumnMapping("MName","Отчество"),

new DataColumnMapping("Salary","Ставка"),

new DataColumnMapping("PriorSalary","Премия"),

new DataColumnMapping("HireDate","Дата приема"),

new DataColumnMapping("TerminationDate","Дата увольнения"),

new DataColumnMapping("ManagerEmpID","ID менеджера")

};

employeesMapping.ColumnMappings.AddRange(employeesColumnMappings);

adapter.Fill(ds);

label1.Text = ds.Tables[0].TableName; // какое имя у первой таблицы в объекте DataSet?

label2.Text = ds.Tables[1].TableName; // какое имя у второй таблице в объекте DataSet?

dataGridView1.DataSource = ds.Tables[0];

dataGridView2.DataSource = ds.Tables[1];

\*\*\*

MissingSchemaAction Ограничение

DataSet ds = new DataSet();

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString =

"SELECT CUstomerNo, LName, FName, MName, Address1, Phone FROM Customers;"+

"SELECT OrderID, CustomerNo, OrderDate FROM Orders";

SqlDataAdapter adapter = new SqlDataAdapter(commandString, connectionString);

// используя свойство MissingSchemaAction можно заставить адаптер данных создавать ограничения для таблиц

// ограничения ForeignKeyConstraint с помощью адаптера данных создать нельзя

adapter.MissingSchemaAction = MissingSchemaAction.AddWithKey;

adapter.TableMappings.Add("Table", "Customers");

adapter.TableMappings.Add("Table1", "Orders");

adapter.Fill(ds);

// Ограничения уровня объекта DataTable прийдется создавать вручную

var FK\_CustomersOrders = new ForeignKeyConstraint("FK\_CustomersOrders",

ds.Tables[0].Columns["CustomerNo"],

ds.Tables[1].Columns["CustomerNo"]);

ds.Tables["Orders"].Constraints.Add(FK\_CustomersOrders);

label1.Text = ds.Tables[0].TableName; // какое имя у первой таблицы в объекте DataSet?

label2.Text = ds.Tables[1].TableName; // какое имя у второй таблице в объекте DataSet?

dataGridView1.DataSource = ds.Tables[0];

dataGridView2.DataSource = ds.Tables[1];

}

\*\*\*

Fill перегрузка PartOfRow

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Customers";

DataTable table = new DataTable();

SqlDataAdapter adapter = new SqlDataAdapter(commandString, connectionString);

int step = 2;

for (int i = 0; adapter.Fill( i, step, table) > 0; i += step)

{

Console.WriteLine(table.Rows.Count);

foreach (DataRow row in table.Rows)

{

foreach (DataColumn col in table.Columns)

Console.WriteLine("{0} {1}", col.ColumnName, row[col]);

Console.WriteLine();

}

Console.ReadKey();

Console.Clear();

}

\*\*\*

Пейджинг

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Customers";

SqlDataAdapter adapter;

int i = 0, step = 2;

public Form1()

{

InitializeComponent();

}

private void Form1\_Load(object sender, EventArgs e)

{

adapter = new SqlDataAdapter(commandString, connectionString);

DataTable table = new DataTable();

adapter.Fill(0, step, table);

dataGridView1.DataSource = table;

}

private void button1\_Click(object sender, EventArgs e)

{

this.NextPage(step);

}

private void button2\_Click(object sender, EventArgs e)

{

this.NextPage(-step);

}

private void NextPage(int step)

{

DataTable table = new DataTable();

if (step > 0)

adapter.Fill(i += step, step, table);

else

adapter.Fill(i += step, -step, table);

dataGridView1.DataSource = table;

}

}

**DataRelation** показывает отношение дочерний-родительский между двумя объектами **DataTable**, которые находятся в объекте **DataSet**.

Для создания отношения нужно указать имя отношения, ссылаемый столбец родительской таблицы и ссылающийся столбец дочерней таблицы

После создания связи между таблицами можно просматривать связанные данные, для чего у объекта **DataRow** есть ряд методов.

**GetChildRows** – этот метод позволяет получить массив **DataRow[]** дочерних записей относительно текущей строки.

**GetParentRow** – этот метод предназначен для получения единственной родительской строки относительно дочерней. Используется для таблиц со связью один ко многим.

**GetParentRows** – этот метод предназначен для получения массива **DataRow[]** родительских строк относительно текущей строки. Используется для таблиц со связью многие ко многим.

\*\*\*

DataRelation

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Products; SELECt \* FROM OrderDetails;";

DataSet shopDB = new DataSet("ShopDB");

SqlDataAdapter adapter = new SqlDataAdapter(commandString, connectionString);

adapter.Fill(shopDB); // заполнение DataSet

DataTable products = shopDB.Tables[0]; // получение ссылки на таблицу Products

DataTable orderDetails = shopDB.Tables[1]; // получение ссылки на таблицу OrderDetails

// создание отношения между таблицами Products и OrderDetails

var ProductsOrderDetailsRel = new DataRelation("Products\_OrderDetails", // имя отношения

products.Columns["ProdID"], // поле родительской таблицы

orderDetails.Columns["ProdID"], // поле дочерней таблицы

true); // создавать/не создавать ограничения

// после созания ограничения его нужно добавить в коллекцию Relations объекта DataSet, в которой содержаться таблицы

// без этого шага отношение не будет работать

shopDB.Relations.Add(ProductsOrderDetailsRel);

Console.WriteLine("Products primary key columns number: " + products.PrimaryKey.Length); // объект DataRelation не добавляет ограничение первичного ключа

Console.WriteLine("ProdID column Unique= " + products.Columns["ProdID"].Unique); //столбцу родительской таблицы добавлено ограничение на уникальность

Console.WriteLine("ProdID column AllowDBNull= " + products.Columns["ProdID"].AllowDBNull); //столбцу родительской таблицы добавлено ограничение на уникальность

var orderDetailsConstraint = orderDetails.Constraints[0] as ForeignKeyConstraint;

Console.WriteLine("OrderDetails foreign key constraint name: " + orderDetailsConstraint.ConstraintName); // добавлено ограничение ForeignKeyConstraint

}

\*\*\*

ChildRow

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Customers; SELECT \* FROM Orders;";

DataSet shopDB = new DataSet("ShopDB");

SqlDataAdapter adapter = new SqlDataAdapter(commandString, connectionString);

adapter.Fill(shopDB);

DataTable customers = shopDB.Tables[0];

DataTable orders = shopDB.Tables[1];

// создание связи таблицы Customers с таблицей Orders

shopDB.Relations.Add("Customers\_Orders", customers.Columns["CustomerNo"], orders.Columns["CustomerNo"]);

foreach (DataRow customerRow in customers.Rows)

{

// метод GetChaildRows получает дочерние строки в виде массива DataRow[]

DataRow[] chilRows = customerRow.GetChildRows("Customers\_Orders");

if (chilRows.Length != 0) // если существуют дочерние записи

{

Console.WriteLine("{0} {1} {2}", customerRow[2], customerRow[1], customerRow[3]);

foreach (DataRow ordersRow in chilRows)

Console.WriteLine("\tOrderId: {0}, OrderDate: {1};", ordersRow["OrderID"], ordersRow["OrderDate"]);

Console.WriteLine();

}

}

}

\*\*\*

ParentRow

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Customers; SELECT \* FROM Orders;";

DataSet shopDB = new DataSet("ShopDB");

SqlDataAdapter adapter = new SqlDataAdapter(commandString, connectionString);

adapter.Fill(shopDB);

DataTable customers = shopDB.Tables[0];

DataTable orders = shopDB.Tables[1];

shopDB.Relations.Add("Customers\_Orders", customers.Columns["CustomerNo"], orders.Columns["CustomerNo"]);

foreach (DataRow ordersRow in orders.Rows)

{

var customerRow = ordersRow.GetParentRow("Customers\_Orders"); // метод GetParrentRow возвращает одну строку

Console.WriteLine("OrderId: "+ordersRow["OrderID"]+"\n"+

"OrderDate: "+ ordersRow["OrderDate"]+"\n"+

"CustomerName: " + customerRow[2] +" "+ customerRow[1] +" "+ customerRow[3]);

Console.WriteLine();

}

\*\*\*

ToItSelf

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

DataSet shopDB = new DataSet("ShopDB");

SqlDataAdapter adapter = new SqlDataAdapter("SELECT \* FROM Employees", connectionString);

adapter.TableMappings.Add("Table", "Employees");

adapter.MissingSchemaAction = MissingSchemaAction.AddWithKey; // копирование схемы и создание первичных ключей на таблицах

adapter.Fill(shopDB);

var employees = shopDB.Tables[0];

shopDB.Relations.Add("Employee\_Employee", employees.Columns["EmployeeID"], employees.Columns["ManagerEmpID"], false); // создание связи сам к себе

foreach (DataRow employee in employees.Rows)

{

DataRow manager = employee.GetParentRow("Employee\_Employee"); // получение непосредственного начальника

if (manager != null)

{

string empName = employee[1] + " " + employee[2];

string managerName = manager[1] + " " + manager[2];

Console.WriteLine(empName + " подчиняется " + managerName);

}

}
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\*\*\*

Список подчинения

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

DataSet shopDB = new DataSet("ShopDB");

SqlDataAdapter adapter = new SqlDataAdapter("SELECT \* FROM Employees", connectionString);

adapter.TableMappings.Add("Table", "Employees");

adapter.MissingSchemaAction = MissingSchemaAction.AddWithKey;

adapter.Fill(shopDB);

var employees = shopDB.Tables[0];

// создание связи сам к себе

var employeeToHimSelf = shopDB.Relations.Add("Employee\_Employee", employees.Columns["EmployeeID"], employees.Columns["ManagerEmpID"]);

foreach (DataRow employee in employees.Rows)

{

ShowSubordinates(employee, employeeToHimSelf, ""); // вызов рекурсивного метода, выводящего план подчинения

Console.WriteLine();

}

}

private static void ShowSubordinates(DataRow employee, DataRelation relation, string indent)

{

Console.WriteLine(indent + employee[1] + " " + employee[2]);

indent += " "; // отступ

foreach (DataRow subordinate in employee.GetChildRows(relation))

ShowSubordinates(subordinate, relation, indent); // рекурсивный вызов метода для близжайшего подчиненного

}

}

\*\*\*

WriteXml Сериализация

static void Main(string[] args)

{

DataSet shopDB = CreateShopDBDataSet(); // создание базы данных ShopDB

shopDB.WriteXmlSchema(@”D:\ADO.NET\DATA\ShopDbSchema.xml”); // запсиь схемы ShopDB в XML файл

shopDB.WriteXml(@»D:\ADO.NET\DATA\ShopDBData.xml»); // запись данных ShopDB в XML файл

}

private static DataSet CreateShopDBDataSet()

{

string connectionString = @”Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True”;

string commandString = “SELECT \* FROM Customers;” +

“SELECT \* FROM Orders;” +

“SELECT \* FROM OrderDetails;” +

“SELECT \* FROM Products”;

DataSet shopDB = new DataSet(“ShopDB”);

// создание адаптера данных для базы данных ShopDB

SqlDataAdapter adapter = new SqlDataAdapter(commandString, connectionString);

adapter.MissingSchemaAction = MissingSchemaAction.AddWithKey;

// Маппинг таблиц для ShopDB

adapter.TableMappings.Add(“Table”, “Customers”);

adapter.TableMappings.Add(“Table1”, “Orders”);

adapter.TableMappings.Add(“Table2”, “OrderDetails”);

adapter.TableMappings.Add(“Table3”, “Products”);

// получение аднных с помощью адаптера данных

adapter.Fill(shopDB);

// получение ссылок на таблицы

var customers = shopDB.Tables[“Customers”];

var orders = shopDB.Tables[“Orders”];

var orderDetails = shopDB.Tables[“OrderDetails”];

var products = shopDB.Tables[“Products”];

// создание связей для таблиц

shopDB.Relations.Add(“Customers\_Orders”, customers.Columns[“CustomerNo”], orders.Columns[“CustomerNo”]);

shopDB.Relations.Add(“Orders\_OrderDetails”, orders.Columns[“OrderID”], orderDetails.Columns[“OrderID”]);

shopDB.Relations.Add(“Products\_OrderDetails”, products.Columns[“ProdID”], orderDetails.Columns[“ProdID”]);

return shopDB;

}

\*\*\*

ReadXml Десериализация

static void Main(string[] args)

{

DataSet shopDB = new DataSet();

shopDB.ReadXmlSchema(@"D:\ADO.NET\DATA\ShopDbSchema.xml"); // чтение схемы базы данных ShopDB

shopDB.ReadXml(@"D:\ADO.NET\DATA\ShopDBData.xml"); // чтение данных базы данных ShopDB

// получение ссылок на таблицы

var customers = shopDB.Tables["Customers"];

var orders = shopDB.Tables["Orders"];

var orderDetails = shopDB.Tables["OrderDetails"];

var products = shopDB.Tables["Products"];

ShowCustomersInfo(customers);

}

// создание метода, выводящего данные о продажах

private static void ShowCustomersInfo(DataTable customers)

{

foreach (DataRow customer in customers.Rows)

{

if (customer.GetChildRows("Customers\_Orders").Length != 0)

{

Console.WriteLine("{0} {1} {2}", customer[2], customer[1], customer[3]);

Console.WriteLine();

foreach (DataRow order in customer.GetChildRows("Customers\_Orders"))

{

Console.WriteLine("\t OrderID:{0}, {1:D}", order["OrderID"], order["OrderDate"]);

foreach (DataRow orderDetail in order.GetChildRows("orders\_OrderDetails"))

{

DataRow product = orderDetail.GetParentRow("Products\_OrderDetails");

Console.WriteLine("\t\t LineItem:{0} - {2}, {1:C}",

orderDetail["LineItem"],

orderDetail["TotalPrice"],

product["Description"].ToString().Trim());

}

Console.WriteLine();

}

Console.WriteLine(new string('-', 20));

}

\*\*\*

Many to Many

static void Main(string[] args)

{

DataSet shopDB = new DataSet();

shopDB.ReadXmlSchema(@"D:\ADO.NET\DATA\ShopDbSchema.xml"); // чтение схемы базы данных ShopDB

shopDB.ReadXml(@"D:\ADO.NET\DATA\ShopDBData.xml"); // чтение данных базы данных ShopDB

// получение ссылок на таблицы

var customers = shopDB.Tables["Customers"];

var orders = shopDB.Tables["Orders"];

var orderDetails = shopDB.Tables["OrderDetails"];

var products = shopDB.Tables["Products"];

ShowCustomersInfo(customers);

}

// создание метода, выводящего данные о продажах

private static void ShowCustomersInfo(DataTable customers)

{

foreach (DataRow customer in customers.Rows)

{

if (customer.GetChildRows("Customers\_Orders").Length != 0)

{

Console.WriteLine("{0} {1} {2}", customer[2], customer[1], customer[3]);

Console.WriteLine();

foreach (DataRow order in customer.GetChildRows("Customers\_Orders"))

{

Console.WriteLine("\t OrderID:{0}, {1:D}", order["OrderID"], order["OrderDate"]);

foreach (DataRow orderDetail in order.GetChildRows("orders\_OrderDetails"))

{

DataRow product = orderDetail.GetParentRow("Products\_OrderDetails");

Console.WriteLine("\t\t LineItem:{0} - {2}, {1:C}",

orderDetail["LineItem"],

orderDetail["TotalPrice"],

product["Description"].ToString().Trim());

}

Console.WriteLine();

}

Console.WriteLine(new string('-', 20));

}

\*\*\*

Relation Expression

static void Main(string[] args)

{

DataSet shopDB = new DataSet();

shopDB.ReadXmlSchema(@"D:\ADO.NET\DATA\ShopDbSchema.xml");

shopDB.ReadXml(@"D:\ADO.NET\DATA\ShopDBData.xml");

shopDB.AcceptChanges();

var orders = shopDB.Tables["Orders"];

var orderDetails = shopDB.Tables["OrderDetails"];

orders.Columns.Add("TotalSold", typeof(double), "SUM(Child(Orders\_OrderDetails).TotalPrice)"); // добавление расчитываемого столбца, используемого связь

foreach (DataRow order in orders.Rows)

{

Console.WriteLine("OrderId:{0},\nOrderDate:{1},\nTotalSold:{2}", order["OrderID"], order["OrderDate"], order["TotalSold"]);

Console.WriteLine();

}

}

\*\*\*

Rule

Перечисление **Rule** определяет действие, которое должно выполнено для обеспечения ограничения **ForeignKeyConstraint**

Элементы перечисления **Rule**

* **1)None –** при удалении родительской строки никаких действий для дочерних строк не применять.
* **2)Cascade –** при удалении родительской строки удалять все связанные дочерние строки.
* **3)SetNull –** при удалении родительской строки связанным дочерним строкам присвоить значение **DBNull.Value**
* **4)SetDefault –** при удалении родительской строки связанным дочерним строкам присвоить значение по умолчанию

private void Form1\_Load(object sender, EventArgs e)

{

DataSet shopDB = new DataSet();

shopDB.ReadXmlSchema(@"D:\ADO.NET\DATA\ShopDbSchema.xml");

shopDB.ReadXml(@"D:\ADO.NET\DATA\ShopDBData.xml");

shopDB.AcceptChanges();

DataTable customers = shopDB.Tables["Customers"];

DataTable orders = shopDB.Tables["Orders"];

DataTable orderDetails = shopDB.Tables["OrderDetails"];

var FK\_Customers\_Orders = orders.Constraints["Customers\_Orders"] as ForeignKeyConstraint;

// при удалении/изменении строки из таблицы Customers будут удаляться/изменяться все связанные строки из таблицы Orders

FK\_Customers\_Orders.DeleteRule = Rule.Cascade;

FK\_Customers\_Orders.UpdateRule = Rule.Cascade;

var FK\_Orders\_OrderDetails = orderDetails.Constraints["Orders\_OrderDetails"] as ForeignKeyConstraint;

FK\_Orders\_OrderDetails.DeleteRule = Rule.Cascade; //при удалении строки из таблицы Customers будет ошибка

label1.Text = customers.TableName;

dataGridView1.DataSource = customers; // связывание таблицы customers c элементом управления dataGridView1

label2.Text = orders.TableName;

dataGridView2.DataSource = orders; // связывание таблицы orders c элементом управления dataGridView2

label3.Text = orderDetails.TableName;

dataGridView3.DataSource = orderDetails;

}

\*\*\*

DataRow Version

DataSet shopDB = new DataSet();

shopDB.ReadXmlSchema(@"D:\ADO.NET\DATA\ShopDbSchema.xml");

shopDB.ReadXml(@"D:\ADO.NET\DATA\ShopDBData.xml");

shopDB.AcceptChanges();

DataTable orders = shopDB.Tables["Orders"];

DataTable customers = shopDB.Tables["Customers"];

// ForeignKeyConstraint FK\_Customers\_Orders = orders.Constraints["Customers\_Orders"] as ForeignKeyConstraint;

// FK\_Customers\_Orders.DeleteRule = Rule.SetNull;

customers.Rows[0].Delete();

var ordersChildRows = customers.Rows[0].GetChildRows("Customers\_Orders", DataRowVersion.Original);

// ordersChildRows = customers.Rows[0].GetChildRows("Customers\_Orders");

foreach (var ordersRow in ordersChildRows)

Console.WriteLine("OrderID: {0}, orderDate: {1:D}",ordersRow[0, DataRowVersion.Original], ordersRow[2, DataRowVersion.Original]);

Класс **DataView** представляет настраиваемое и допускающее привязку данных представление объекта **DataTable,** для сортировки, фильтрации, поиска, изменения и навигации.

Основная функция **DataView –** обеспечение привязки данных форм Windows и веб-форм.

Кроме того объект **DataView** можно настроить для предоставления подмножество данных из объекта **DataTable**, что позволяет использовать несколько элементов управления, отображающих данные из одного объекта **DataTable.**

\*\*\*

Find

DataSet ds = new DataSet();

string connecionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Customers";

SqlDataAdapter adapter = new SqlDataAdapter(commandString, connecionString);

adapter.MissingSchemaAction = MissingSchemaAction.AddWithKey;

adapter.Fill(ds);

DataTable customers = ds.Tables[0];

DataRow customersRow = customers.Rows.Find(1);

foreach (DataColumn customersColumn in customers.Columns)

Console.WriteLine(customersColumn.ColumnName+" "+customersRow[customersColumn]);

\*\*\*

Find композитный ключ

DataSet ds = new DataSet();

string connecionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM OrderDetails";

SqlDataAdapter adapter = new SqlDataAdapter(commandString, connecionString);

adapter.MissingSchemaAction = MissingSchemaAction.AddWithKey;

adapter.Fill(ds);

DataTable orderDetails = ds.Tables[0];

DataRow customersRow = orderDetails.Rows.Find(new object[] { 1, 2 });

foreach (DataColumn customersColumn in orderDetails.Columns)

Console.WriteLine(customersColumn.ColumnName + " " + customersRow[customersColumn]);

\*\*\*

Select

DataSet ds = new DataSet();

string connecionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Customers";

SqlDataAdapter adapter = new SqlDataAdapter(commandString, connecionString);

adapter.Fill(ds);

DataTable customers = ds.Tables[0];

DataRow[] customersRows = customers.Select("Address1 = 'Лужная 15'");

DataRow[] customersRows = customers.Select("Address1 LIKE 'Лужная%'");

DataRow[] customersRows = customers.Select("City = 'Харьков' OR City = 'Чернигов'");

DataRow[] customersRows = customers.Select("City = 'Киев'", "DateInSystem desc");

foreach (var customersRow in customersRows)

{

foreach (DataColumn customersColumn in customers.Columns)

Console.WriteLine(customersColumn.ColumnName + " " + customersRow[customersColumn]);

Console.WriteLine();

}

\*\*\*

DataView

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Customers";

DataTable customers = new DataTable();

customers.TableName = "Customers";

SqlDataAdapter adapter = new SqlDataAdapter(commandString, connectionString);

adapter.Fill(customers);

DataView customersView = new DataView(); // используя коструктор по умолчанию

customersView.Table = customers;

// DataView customersView = new DataView(customers); // используя конструктор с одним параметром

foreach (DataRowView viewRow in customersView)

{

Console.WriteLine("{0} {1} {2}",viewRow["LName"], viewRow["FName"], viewRow["MName"]);

Console.WriteLine(viewRow["City"]);

Console.WriteLine(viewRow["Address1"]);

Console.WriteLine(viewRow["Phone"]);

Console.WriteLine();

}
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DataView с сортировкой и фильтром

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Customers";

DataTable customers = new DataTable();

customers.TableName = "Customers";

SqlDataAdapter adapter = new SqlDataAdapter(commandString, connectionString);

adapter.Fill(customers);

// создание DataView c фильтром и сортировкой

DataView customersView = new DataView(customers, "CustomerNo > 2", "LName, FName", DataViewRowState.Unchanged);

foreach (DataRowView viewRow in customersView)

{

Console.WriteLine("CustomerNo: "+viewRow["CustomerNo"]);

Console.WriteLine("{0} {1} {2}", viewRow["LName"], viewRow["FName"], viewRow["MName"]);

Console.WriteLine(viewRow["City"]);

Console.WriteLine(viewRow["Address1"]);

Console.WriteLine(viewRow["Phone"]);

Console.WriteLine();

}

\*\*\*

RowState в ComboBox

private void button1\_Click(object sender, EventArgs e)

{

view.RowFilter = textBox1.Text;

view.Sort = textBox2.Text;

view.RowStateFilter = (DataViewRowState)Enum.Parse(typeof(DataViewRowState), comboBox1.Text, true);

}

\*\*\*

FindRows

public partial class Form1 : Form

{

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Customers";

DataTable customers = new DataTable();

SqlDataAdapter adapter;

DataView customersView;

public Form1()

{

InitializeComponent();

adapter = new SqlDataAdapter(commandString, connectionString);

adapter.MissingSchemaAction = MissingSchemaAction.AddWithKey;

adapter.Fill(customers);

customersView = new DataView(customers, "", "City", DataViewRowState.CurrentRows);

dataGridView1.DataSource = customers;

}

private void button1\_Click(object sender, EventArgs e)

{

DataRowView[] findingRows = customersView.FindRows(textBox1.Text);

dataGridView2.DataSource = findingRows.ToList();

}

}

Linq to DataSet

DataSet ShopDB = new DataSet();

ShopDB.ReadXmlSchema(@"D:\ADO.NET\DATA\ShopDbSchema.xml");

ShopDB.ReadXml(@"D:\ADO.NET\DATA\ShopDbData.xml");

DataTable customers = ShopDB.Tables["Customers"];

var query = from customer in customers.AsEnumerable() // по умолчанию объекты DataTable не реализуют интерфейс IEnumerable

select new { FName = customer["FName"], LName = customer["LName"] };

foreach (var customerInfo in query)

{

Console.WriteLine(customerInfo.LName +" "+ customerInfo.FName);

}

}

AsDataView

DataSet ShopDB = new DataSet();

ShopDB.ReadXmlSchema(@"D:\ADO.NET\DATA\ShopDbSchema.xml");

ShopDB.ReadXml(@"D:\ADO.NET\DATA\ShopDbData.xml");

var customers = ShopDB.Tables["Customers"];

//var orders = ShopDB.Tables["Orders"];

//var orderDetails = ShopDB.Tables["OrderDetails"];

//var products = ShopDB.Tables["Products"];

InitializeComponent();

var query = from cust in customers.AsEnumerable()

where cust.Field<int>("CustomerNo") == 1 || cust.Field<int>("CustomerNo") == 2

orderby cust["CustomerNo"] descending

select cust;

dataGridView2.DataSource = query.AsDataView();

dataGridView1.DataSource = customers;

}

\*\*\*

Join

DataSet ShopDB = new DataSet();

ShopDB.ReadXmlSchema(@"D:\ADO.NET\DATA\ShopDbSchema.xml");

ShopDB.ReadXml(@"D:\ADO.NET\DATA\ShopDbData.xml");

var customers = ShopDB.Tables["Customers"];

var orders = ShopDB.Tables["Orders"];

var inner = from customer in customers.AsEnumerable() // InnerJoin

join order in orders.AsEnumerable()

on customer["CustomerNo"] equals order["CustomerNo"]

select new { Fname = customer["FName"], LName = customer["LName"], OrderDate = order["OrderDate"] };

var outer = from customer in customers.AsEnumerable() // OuterJoin

join order in orders.AsEnumerable()

on customer["CustomerNo"] equals order["CustomerNo"] into joinGroup

select new { Fname = customer["FName"], LName = customer["LName"], OrderDate = joinGroup };

foreach (var item in inner)

{

Console.WriteLine("{2:D} {1} {0}", item.LName, item.Fname, item.OrderDate);

}

Console.WriteLine(new string('-', 20));

foreach (var item in outer)

{

Console.WriteLine("{1} {0}", item.LName, item.Fname);

foreach (var item2 in item.OrderDate)

{

Console.WriteLine("\t" + item2["OrderDate"]);

}

Console.WriteLine();

}

\*\*\*

Join

DataSet ShopDB = new DataSet();

ShopDB.ReadXmlSchema(@"D:\ADO.NET\DATA\ShopDbSchema.xml");

ShopDB.ReadXml(@"D:\ADO.NET\DATA\ShopDbData.xml");

var customers = ShopDB.Tables["Customers"];

var orders = ShopDB.Tables["Orders"];

var orderDetails = ShopDB.Tables["OrderDetails"];

var products = ShopDB.Tables["Products"];

var query = from customer in customers.AsEnumerable()

from order in orders.AsEnumerable()

from orderDetail in orderDetails.AsEnumerable()

from product in products.AsEnumerable()

where (int)customer["CustomerNo"] == (int)order["CustomerNo"] &&

(int)order["OrderId"] == (int)orderDetail["OrderId"] &&

(int)orderDetail["ProdID"] == (int)product["ProdID"]

select new

{

Customer = customer["LName"].ToString() + " " + customer["FName"].ToString(),

OrderDate = order["OrderDate"],

LineItem = orderDetail["LineItem"],

TotalPrice = orderDetail["TotalPrice"],

Description = product["Description"].ToString().Trim()

};

dataGridView1.DataSource = query.ToList();

\*\*\*

Объединение 4 таблиц

DataSet ShopDB = new DataSet();

ShopDB.ReadXmlSchema(@"D:\ADO.NET\DATA\ShopDbSchema.xml");

ShopDB.ReadXml(@"D:\ADO.NET\DATA\ShopDbData.xml");

var customers = ShopDB.Tables["Customers"];

var orders = ShopDB.Tables["Orders"];

var orderDetails = ShopDB.Tables["OrderDetails"];

var products = ShopDB.Tables["Products"];

var query = from customer in customers.AsEnumerable()

join order in orders.AsEnumerable()

on customer["CustomerNo"] equals order["CustomerNo"] into ordersGroup

from order in ordersGroup.DefaultIfEmpty() // DefaultIfEmpty вернет null, если не существует связанных данных

join orderDetail in orderDetails.AsEnumerable()

on (order == null) ? null : order["OrderId"] equals orderDetail["OrderId"] into orderdetailsGroup

select

new

{

FName = customer["FName"],

Sum = orderdetailsGroup.Sum(a => Convert.ToDecimal(a["totalPrice"]))

};

dataGridView1.DataSource = query.ToList();

\*\*\*

Типизированный объект **DataSet** представляет собой класс, производный от класса **DataSet**. Он наследует все методы, события и свойства класса**DataSet**. Кроме того, типизированный **DataSet** предоставляет строго типизированные методы, события и свойства.

Это означает, что к таблицам и столбцам можно обращаться путем указания имен вместо использования методов на основе коллекций. Помимо повышения понятности кода, типизированный объект **DataSet** позволяет использовать редактор кода Visual Studio .NET для автоматического завершения вводимых строк.

Как создать типизированный DataSet

* 1.Откройте Visual Studio и создайте новый проект.
* 2.В Solution Explorer выберите DataSet из контекстного меню. Назовите его ИмяБазыДанных.xsd.
* 3.Откройте Server Explorer Toolbox, и перейдите к БД ИмяБазыДанных SQL Server 2012.
* 4.Перетащите таблицу ИмяТаблици в окно DataSet Designer.
* 5.Для каждой добавленной таблицы Visual Studio создаст строго типизированную DataTable (с именем, основанным на имени исходной таблицы) и TableAdapter. В DataTable колонки уже определены.
* 6.TableAdapter – это объект, который мы будем использовать при заполнении таблицы. У нас есть используемый по умолчанию метод Fill(), который находит каждую строку из данной таблицы.

\*\*\*

Строго типизированный DataSet

Добавить елемент DataSet

ShopDB shopDB = new ShopDB(); // создание строготипизированного DataSet

DataRow customersRow = shopDB.Customers.NewRow(); // Создание новой строки. Тип DataRow

// заполнение полей строки данными

customersRow[0] = 1;

customersRow[1] = "Алексей";

customersRow[2] = "Петров";

customersRow[3] = "Николаевич";

customersRow[4] = "Лужная 7";

customersRow[5] = DBNull.Value;

customersRow[6] = "Киев";

customersRow[7] = "(096)4578596";

customersRow[8] = "2009/09/18";

// добавление строки в коллекцию строк таблицы

shopDB.Customers.Rows.Add(customersRow);

// вывод данных на экран

foreach (DataRow row in shopDB.Customers.Rows)

{

foreach (DataColumn column in shopDB.Customers.Columns)

Console.WriteLine("{0}: {1}",column.ColumnName,row[column]);

}

}
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\*\*\*

ShopDB shopDB = new ShopDB();

// создание строки для таблицы Customers

ShopDB.CustomersRow customersRow = shopDB.Customers.NewCustomersRow();

// Для заполнения полей строки используются строготипизированные свойства

customersRow.FName = "Алексей";

customersRow.LName = "Петров";

customersRow.MName = "Николаевич";

customersRow.Address1 = "Лужная 7";

customersRow.Address2 = null;

customersRow.City = "Киев";

customersRow.Phone = "(096)4578596";

customersRow.DateInSystem = new DateTime(2009, 09, 18);

// добавление созданной строки в коллекцию строк таблицы

shopDB.Customers.Rows.Add(customersRow);

// еще один способ добавления строки в соллекцию строк таблицы

shopDB.Customers.AddCustomersRow("Николай", "Александров", "Анатольевич", "Московская 15", null, "Чернигов", "(063)0215478", new DateTime(2008, 05,15));

foreach (DataRow row in shopDB.Customers.Rows)

{

foreach (DataColumn column in shopDB.Customers.Columns)

Console.WriteLine("{0}: {1}", column.ColumnName, row[column]);

Console.WriteLine();

}
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\*\*\*

Find

ShopDB shopDB = new ShopDB();

//ShopDB.CustomersRow customersRow = shopDB.Customers.NewCustomersRow();

shopDB.Customers.AddCustomersRow("Николай", "Александров", "Анатольевич", "Московская 15", null, "Чернигов", "(063)0215478", new DateTime(2008, 05, 15));

shopDB.Customers.AddCustomersRow("Константин", "Нимазов", "Алексеевич", "Октябрьская 5", null, "Киев", "(093)5487478", new DateTime(2009, 06, 20));

shopDB.Customers.AddCustomersRow("Андрей", "Макин", "Абрамович", "Сеновальная 7", null, "Витебск", "(098)7123478", new DateTime(2006, 12, 1));

// Использовани строго типизированного метода Find для нахождения строки по первичному ключу

var selectedCustomer = shopDB.Customers.FindByCustomerNo(-3);

selectedCustomer.BeginEdit();

selectedCustomer.Phone = "NewPhone";

selectedCustomer.EndEdit();

Console.WriteLine("Last name: " + selectedCustomer.LName);

Console.WriteLine("First name: " + selectedCustomer.FName);

Console.WriteLine("Phone: " + selectedCustomer.Phone);
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\*\*\*

Робота с null

ShopDB shopDB = new ShopDB();

ShopDB.CustomersRow customersRow = shopDB.Customers.NewCustomersRow();

shopDB.Customers.AddCustomersRow("Николай", "Александров", "Анатольевич", "Московская 15", null, "Чернигов", "(063)0215478", new DateTime(2008, 05, 15));

shopDB.Customers.AddCustomersRow("Константин", "Нимазов", "Алексеевич", "Октябрьская 5", null, "Киев", "(093)5487478", new DateTime(2009, 06, 20));

shopDB.Customers.AddCustomersRow("Андрей", "Макин", "Абрамович", "Сеновальная 7", null, "Витебск", "(098)7123478", new DateTime(2006, 12, 1));

var selectedCustomer = shopDB.Customers.FindByCustomerNo(-3);

selectedCustomer.BeginEdit();

selectedCustomer.SetMNameNull(); // присвоение полю строки значния DbNull.Value

selectedCustomer.EndEdit();

Console.WriteLine("Last name: " + selectedCustomer.LName);

Console.WriteLine("First name: " + selectedCustomer.FName);

if (selectedCustomer.IsMNameNull()) // проверка на DbNull.Value

Console.WriteLine("Middle name: no data");

else

Console.WriteLine("Middle name: "+ selectedCustomer.MName);

Console.WriteLine("Phone: " + selectedCustomer.Phone);

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOEAAABSCAIAAAAtjyT2AAAAAXNSR0IArs4c6QAADglJREFUeF7tXDuvLEcRPrN7/gFC2IkjZAmBCZFNdBNEjkgckSPxE27gwI4sIXPBAttCpASQgHjIvggkQCBSJAJbNkIiQBaBkWWR3F13d1XX1FRXP2dmd2Zn9h7tmZ3trq7HV19V9/i4++6v3judnpxOp/P53B0OXXc4vv/4rub19PPfuD/YqUfz093Zd/OxuzOyjoe7zlyYtw4kngeCP3zn4Vff/da73/483u3u3DAcOxgafGEloTR36SW7lbwEK5Ck+dF+Jk3Rjf37T5999Zk//eSFz7KvjR0fvv3whW9+8Zf/e/ELRrR92eW8edZa/9KsqHFrydh/PPrKo2d//frXP1MyeKIxxm0n6+/z6XR3Ot89MRfm3V6fzbv5aK/dhbtv382PnWXmuKANQZBXq3vtt++buVbgGXxu8WXfjbvdZ4hy153NL/hs8OdGODgacB56XA7RiUhFEXllBvGVMcbP8MuZiW+qyYgdbU3rpHpH9bqBOyCZ+n+UZhVmrnKoxRuDnYOgw6V5N9cGnYhLvImDHaxNqEJm8PGLQrf73tsf2Ii5qYRLfwVxMPGwAAVOQpi6CwdTQ6CWMi1S3R3zGe44NLv3nmkU7mJMl4yZykvplIxRWWTWALhiDGESdAzosi8BLQnAyJ+tqyZSotZI95GoSSkdoOao0XIkEKRDJ1Cme/f0abnTmeF4UJJozzTpyD9655/ISVi1AIcekohMHxeCqaOSHoWATvfObwKDuvcp/FQF08SCUWSzBmJQkTgk+z6C4DqQx1sKYnslBkOZQlspZNgEYcJEAxuzb4oYAOAcNB2zAUYBnUCZ/gK/dYB2QHWD4y//ZTCm+/7jf7Gi5bHJHMgNY9B1hIr4G/QA5iYgFZs1P2aZhU1wFbW2Azb0Xafk0MAkmA7RwObL3tFM7z0N/VTfyVIL43UwNwCVfQOTS0Ayi+Yi+Y+HKfAidEsOo2fbnkKH6lBINR1uogMMszrnkC96EvUJyb4fuKz7we/+jX0nekkUE2kUfvbE6CkXyBL6NOxhfc/GqHhhOPX+I2hRuqP/re+ppnCIsL0RxgEo00YIyqDvekEShhXtd3UFkxhaf9wAIMThF3Rg9qJnA8x7Sv+hQwER2G4Ta/kNBUMpD2qYQRRidfvKlvAwhTXt6naqG9BhksJni+Peol5HHA0iAc4cxaha9/of/uPdBLoVFWZeqNB2MIjxQY/RBUIT/IQ+8e6zv+3esScE04i7atHXBdwlsSgjMJAxrAR7SOIqHmKM4uWdbnHpTjtMN39w207T13cHKocw16nhzlugr7Kz+k3D8MCC2+IjDpUY5lJgWIBYWFi2phteCCrDtU8LNw1SGkoEG2O7U2uOdUufQbhxpWT2GO1RioDtfvjH/zqMuo18KUQl6FTI8kGcdxaAWIior1UAB3P8Bthyx3D2o48x8BxVGywTYAZEwoER9gV2njnLs1GB0HiwMo6w+0yApsXm/fH+/ni8PxyPTgIwDgoyx4JGgDsTBK6FC2gPSAEeXYQ3rI6o6fUnFrGA6rsRLMJgDNvAIe0QCyGDWcG98e7ExzoBdEQNLVx9F316Yqww55t4xKmkLjrPZzUe2UDmnLs3/vyRO2+yor/89P00m5sFwDCpArXnLKKIVIYSxkNQnftCMcw5F22/KzCnL0iC0ICh+yGm0Muhw+0BiOPRo0GqPSDxPOq1wq4BDwWtDo5JAUhAW4gVT0asYuK6VAcIekhzhDMq3r3LaBVEJxju1sVBA5yAxJ7i4Tinf9l0sanrfnxb4PpYqT/0N2iZZ5Luzb98DL4yYp976vj4N79YOsAm0w/5injL1yOECDSF2Du6KCBSZYuONOobBzxvQW6V+yeHCEeklpstlRp8DjHqYG2R7oiQ6eBDzwBCEYXY9qkCCdYDGiq+h5kpxcMWBecSAtHe3mys4EOa7cWBZHz1NRmGU40yVOrrDZo2QCk29NQl+Nborb9+Yj3mishzTx1efunhz994ZTIY7IJ2D4z2ADbv0JJDIvyevUbLX7EAcAMZID6u2LC1qW4bHDgFoQ7iwYMHYAVdjDGKh3mMnH3uZj1gnlPO+FogQKlIzGj2LnpSD3Q//tv/aV//pc91r7z08Gc/ehmwFfIoxxz/Vr0fAjRNzGL8GPkxPY1R9FW2Sggn0Ed+P3ZNC8EqVX6LjU/4Z1JILE5YHY8aj8OL+5HiJO7znoFmZR0QyodsUe9TIvGlY/pQA1OuDJhZ1YnC6iGeVL9V+ZPrHy6Rdex6BxRhlDyuBozjoyr85V6rBQphq3yJ2EgOIzFG7WTMeHNfkHTab7GqpapECZOtA+NtX4iEPEY5QInShPYQyCq+Kbdf8GLhRMJWCVwKZfJhKkBjqIr5jd8vFBirJw0mrGVKHqNZS0Rmq76eCb7lumVHNgyIMVkhwxWCskGxG5uiYFRUdjKYajrVMl6k1Bok2oA238XWFYqpegJR8XUTtbtKvUIgkgLgH+EQ3gOQQG5vqP8Ga72+r6+K1j5498CsHpig1s+q3y5898CO0R0DS/eAUuu/8+LXQq15+1V1VrJ0B9TrR/36JN12/fqbm6HwKG/ey3cGtZ5b7652Pp/U+nAj4/O1PgzJ+IP6BQK04TGBgcjGS8plkiT/vJ4/NeHYIuzy2idilh4fOzwSlgtAh10HjA/1CeWr+sAwUcHT3iczy+1VG4Na/yTGh/JDIoiNSd+/DBATq6R4lI7ieLBVWlVRRfHjLuBgqjqqVJ+vcAkqlPnSMX0I4rX1QQWoqqcagIR/Yu1Wwl51C3GZtm1uEKcw2hAzjmCRnXO0cQ0FOky8ZheL3MtSb6LDKXR1wt4Gu1R9GuQ0O7BwYks/GhMNMePuhuuZzBY8VGgwUZHImQa4F67IebpqilqdYmguRDnJjCVMrZwxFhXOzWO0UFA4jKCZ4JuZ4JvVeap1q6g0odVU+mQN5wPmqGxVChQOzjyvD1OZ8o/cyu+ELhBIJVIxF6KfK9SYhhE+jBwVKyIGfDzwvdC2kEISDARGFdqV1if0RtbeKgeuBaDGqP15fVVk98FX8MCMtf4K1uxL3qIHdozeYlRvy6bo83rqV8LuKtZvUaMWbpl5G0qdqLh5W46dwJqYPycQvSoRUR4FB8X2B6qNsTY8vF+4O1mVJ6dXtmpbUxWp6XWdU2LmOVMMi1Xum1P/2WXPfW46iQE3DFB9X5/4b/O4LzhMhY9En0BhUHuAmJxsGsQWjfUSYSBVPbONSgxVtfok0Fniz5iTjdgSuybJjcsIifIo2KkeIgrNqD2NQTCLNhAo5BRyA7UNIn/U+2QRnTVm1wU5hSaAfC48Kz8Mc8yfJFzIJ91CVfmdQn9eBnZVq2Se11fJmmQwnYGPkdZQoCdZd4zOJXNr7aodX6LD5ccs7uyJUr+cugp5Pe3c2LrLCXOCX1XTasdfHnyFKy4Oo1T3r1KbVsGm6Ub2Kn4rRFvbsLrz0di2g5/kUfpSKwaNlHqflBY9FjWO6XjQMC48tq46pmHdmEqhgc17l1p/CpNJw5icNqxca9b+vP5ant/XLfXAQmt9qfr7uA14YMfoBoK8chOL/r4+diC3HNtj/ShomO0Lxdmq6OfUc19ue3gEkdBHVUb05aoC6mZown56OdEUmhT9fb3w+NKMiW2GxHF67BlB7L7YkAmrE2dkAkwJ+bAE6SmWiIFSjE/LX1qwGvRZXK2vPY9M5E/hKUwMIpyDC0Xx/XVDMPiU8hVHLrT86Y0YFeeIBCzuWX4zpJZaLKquvAzBh/U0FteqhEnkhionnUs3jOmiv68PGzIetpJaxgmmZHzzQ6YEK5DOajgp6wqXDnMsBlDRgKry+dySxONjSuQvnywTGub/vj70aWEU034RTHwZJ3IqElaI5jWNdd5EqiUCpsNXAnNhhqig5P4Jl6BeuUT+ZXw73yqNtX68QrE9R1UPUF6FxyhcQmx890PoD9MgVCMUHnqGy0koMwl3jHHUTHOvhlFimpGNVAKm2apaokOIiatUgJnCvwqxmfPRMIOpyoQtFBistkeJejdJ9qfrqVCJK8mLstA/LKMUUZ5Xof7ht4nxCV5UZ8UaA9JtEn8uCrv78/pFhWNXRvHAlWv9HpPdA1kP7BjNumgfcGUPVDyvv7Kmsy1Pbd/tdXJtPis8x2gT3jCr4nl9g/RVTLkMNEceX0zuyaXpkzBwr/WTR18RuDRApPXhTzou4Z3cGkX/P3w4rOE1sfAsKXbmkj67CXVOnMKoZy7huViaLGPj0/rzo9mE/BAQ4VlYeBymBq7Kn2JddVFx3Fbl54STa+ObRmnF8/rYQSDpKo7Ta+8nFE08eyx/hplLV/u96veRT7P4YydOUTH/xPRs82fon5g+kCexZCv3c61d2bi0PK83Sqh4VRNXaEyEEd5P6GoGwytrz5gBojiAqAus26Dz0sqxWvqmildLPwoAFW4iquPwhZthmGP3EwXuAlFR+VK1qwFVW5syod9aMJolPMFAYQ8QltRpQ0grqtSYbiqo4vNhIs2a5U/FykuTk+hPCtk0USpbntdTvSbNYj1y7f10KwbrEuzU3lFIKMEoKclzKeRUtVErkU8ZCxdcTsw/WT+UyEn7R1gtlCQFuMMpe8kELiTGO7EGV41UCC1z55af15cDqI3F55bfptXtzZq41i/BQbxqFCZxldpzy69SZguDb5lHtxC/Ldh4gzy6hbBtysYdo5sK9yqN3TG6yrBtSukdo5sK9yqN3TG6yrBtSukdo5sK9yqN3TG6yrBtSukdo5sK9yqN3TG6yrBtSukdo5sK9yqN3TG6yrBtSulPAR0umEJKpJvkAAAAAElFTkSuQmCC)

\*\*\*

Merge

DataSet simpleShopDb = new DataSet();

simpleShopDb.ReadXmlSchema(@"D:\ADO.NET\DATA\ShopDbSchema.xml");

simpleShopDb.ReadXml(@"D:\ADO.NET\DATA\ShopDBData.xml");

ShopDB strongedShopDB = new ShopDB();

//Слияние обычно применяется для клиентских приложений с целью включения последних изменений из источника данных в существующий класс DataTable. Это позволяет клиентскому приложению иметь класс DataTable, обновленный последними данными из источника.

strongedShopDB.Customers.Merge(simpleShopDb.Tables["Customers"]);

foreach (DataRow row in strongedShopDB.Customers.Rows)

{

foreach (DataColumn column in strongedShopDB.Customers.Columns)

Console.WriteLine("{0}: {1}", column.ColumnName, row[column]);

Console.WriteLine();

}

}
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\*\*\*

DataSet simpleShopDb = new DataSet();

simpleShopDb.ReadXmlSchema(@"D:\ADO.NET\DATA\ShopDbSchema.xml");

simpleShopDb.ReadXml(@"D:\ADO.NET\DATA\ShopDBData.xml");

ShopDB strongedShopDB = new ShopDB();

strongedShopDB.Customers.Merge(simpleShopDb.Tables["Customers"]);

strongedShopDB.Orders.Merge(simpleShopDb.Tables["Orders"]);

var selectedCustomer = strongedShopDB.Customers.FindByCustomerNo(1);

Console.WriteLine("{0} {1} {2}", selectedCustomer.LName, selectedCustomer.FName, selectedCustomer.MName+"\n");

foreach (var ordersRow in selectedCustomer.GetOrdersRows())

{

Console.WriteLine("\tOrderID: "+ordersRow.OrderID);

Console.WriteLine("\tOrderdate: "+ordersRow.OrderDate);

Console.WriteLine();

}

}

![](data:image/png;base64,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)

\*\*\*

ShopDB shopDB = new ShopDB();

new CustomersTableAdapter().

Fill(shopDB.Customers);

new OrdersTableAdapter().

Fill(shopDB.Orders);

new OrderDetailsTableAdapter().

Fill(shopDB.OrderDetails);

new ProductsTableAdapter().

Fill(shopDB.Products);

foreach (var customer in shopDB.Customers)

{

var orders = customer.GetOrdersRows();

if (orders.Length > 0)

{

Console.WriteLine("{0} {1} {2}", customer.LName, customer.FName, customer.MName);

Console.WriteLine();

foreach (var order in orders)

{

Console.WriteLine("\tOrderId:{0}, {1}", order.OrderID, order.OrderDate);

foreach (var orderDetail in order.GetOrderDetailsRows())

{

var product = orderDetail.ProductsRow;

Console.WriteLine("\t\tLineItem:{0} - {1}, {2:C}",

orderDetail.LineItem, product.Description.Trim(), orderDetail.TotalPrice);

}

Console.WriteLine();

}

}

}

\*\*\*

GetChanges

DataSet simpleShopDb = new DataSet();

simpleShopDb.ReadXmlSchema(@"D:\ADO.NET\DATA\ShopDbSchema.xml");

simpleShopDb.ReadXml(@"D:\ADO.NET\DATA\ShopDBData.xml");

ShopDB strongedShopDB = new ShopDB();

strongedShopDB.Customers.Merge(simpleShopDb.Tables["Customers"]);

strongedShopDB.AcceptChanges();

var selectedCustomer = strongedShopDB.Customers.FindByCustomerNo(1);

selectedCustomer.Phone = "New Value";

// Метод GetChanes() получает копию класса DataSet, содержащую все изменения, внесенные после его последней загрузки или после вызова метода AcceptChanges.

DataSet datasetWithChanges = strongedShopDB.GetChanges();

ShopDB inst = datasetWithChanges as ShopDB;

foreach (DataRow row in datasetWithChanges.Tables["Customers"].Rows)

{

foreach (DataColumn column in datasetWithChanges.Tables["Customers"].Columns)

Console.WriteLine("{0}: {1}", column.ColumnName, row[column]);

}

}
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\*\*\*

TableAdapter

ShopDB shopDB = new ShopDB();

// Для каждой таблицы типизированного DataSet создается адаптер, который позволяет заполнить эту таблицу данными

var customersTableAdapter = new ShopDBTableAdapters.CustomersTableAdapter();

// Заполнение таблиц данными производится с помощью вызова метода Fill

customersTableAdapter.Fill(shopDB.Customers);

foreach (DataRow customersRow in shopDB.Customers.Rows)

{

foreach (DataColumn customersColumn in shopDB.Customers.Columns)

Console.WriteLine("{0}: {1}", customersColumn.ColumnName, customersRow[customersColumn]);

Console.WriteLine();

}

\*\*\*

var customersTableAdapter = new ShopDBTableAdapters.CustomersTableAdapter();

ShopDB.CustomersDataTable customers = customersTableAdapter.GetData();

foreach (DataRow customersRow in customers.Rows)

{

foreach (DataColumn customersColumn in customers.Columns)

Console.WriteLine("{0}: {1}", customersColumn.ColumnName, customersRow[customersColumn]);

Console.WriteLine();

}

\*\*\*

Вставка в источник

var customers = new ShopDB.CustomersDataTable();

var customersTableAdapter = new ShopDBTableAdapters.CustomersTableAdapter { ClearBeforeFill = true };

customersTableAdapter.Insert("Test", "Test", "Test", "Test", "Test", "Test", "Test", new DateTime(9999 / 12 / 31));

customers = customersTableAdapter.GetData();

DataRow[] testRows = customers.Select("Phone = 'Test'");

foreach (var testRow in testRows)

{

foreach (DataColumn customersColumn in customers.Columns)

Console.WriteLine("{0}: {1}", customersColumn.ColumnName, testRow[customersColumn]);

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Console.WriteLine(new string('-', 20));

Console.WriteLine("Total test row(s) deleted: " + DeleteTestRows());

customers = customersTableAdapter.GetData();

testRows = customers.Select("Phone = 'Test'");

foreach (var testRow in testRows)

{

foreach (DataColumn customersColumn in customers.Columns)

Console.WriteLine("{0}: {1}", customersColumn.ColumnName, testRow[customersColumn]);

}

}

private static int DeleteTestRows()

{

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "DELETE Customers WHERE Phone ='Test';";

SqlConnection connection = new SqlConnection(connectionString);

connection.Open();

SqlCommand deleCommand = new SqlCommand(commandString, connection);

int rowsAffected = deleCommand.ExecuteNonQuery();

connection.Close();

return rowsAffected;

}

}

\*\*\*

Ключевой функцией любого приложения базы данных является возможность обновления данных, хранимых в базе данных.

В ADO.NET обновление данных включает использование **DataAdapter** и **DataSet**, а также объектов **Command**. Обновление может включать использование транзакций.

С помощью метода **Update** объекта **DataAdapter** можно передавать отложенные изменения в источник данных.

Перегрузки метода

**DataAdapter.Update**

**:**

* **1)DataAdapter.Update(DataSet)** – обновляет источник на основе данных, предоставленных объектом **DataSet**.
* **2)DataAdapter.Update(DataTable)** – обновляет источник на основе данных, предоставленных объектом **DataTable**.
* **3)DataAdapter.Update(DataRow[])** – обновляет источник на основе данных, предоставленных массивом объектов **DataRow.**
* Обновление выполняется построчно. Для каждой вставленной, измененной и удаленной строки метод **Update** определяет тип изменений, выполненных в ней (Insert, Update или Delete).В зависимости от типа изменений шаблон команд **INSERT**, **UPDATE,** или **DELETE** выполняется для распространения измененной строки в источник данных.
* Проще говоря, когда приложение вызывает метод Update, объект **DataAdapter** проверяет свойство **RowState** и выполняет необходимые операторы **INSERT**, **UPDATE** или **DELETE** для передачи отложенных изменений в источник данных

\*\*\*

static class CustomersUpdates

{

private static void InsertCustomers(DataRow customersRow)

{

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "INSERT Customers " +

"VALUES (@FName, @LName, @MName, @Address1, @Address2, @City, @Phone, @DateInSystem) SELECT CustomerNo FROM Customers WHERE CustomerNo = @@IDENTITY";

using (SqlConnection connection = new SqlConnection(connectionString))

{

connection.Open();

SqlCommand cmd = new SqlCommand(commandString, connection);

cmd.Parameters.AddWithValue("FName", customersRow[1]);

cmd.Parameters.AddWithValue("LName", customersRow[2]);

cmd.Parameters.AddWithValue("MName", customersRow[3]);

cmd.Parameters.AddWithValue("Address1", customersRow[4]);

cmd.Parameters.AddWithValue("Address2", customersRow[5]);

cmd.Parameters.AddWithValue("City", customersRow[6]);

cmd.Parameters.AddWithValue("Phone", customersRow[7]);

cmd.Parameters.AddWithValue("DateInSystem", customersRow[8]);

try

{

customersRow.Table.Columns[0].ReadOnly = false;

customersRow.SetField<int>(0, (int)cmd.ExecuteScalar());

}

catch (Exception)

{

throw;

}

finally

{

customersRow.Table.Columns[0].ReadOnly = true;

}

customersRow.AcceptChanges();

}

}

public static void InsertCustomers(DataTable customers)

{

foreach (DataRow row in customers.Rows)

{

if (row.RowState == DataRowState.Added)

InsertCustomers(row);

}

}

}

public partial class AddCustomerDialog : Form

{

DataTable table;

public AddCustomerDialog(DataTable table)

{

this.table = table;

InitializeComponent();

}

private void AddCustomerDialog\_Load(object sender, EventArgs e)

{

//MessageBox.Show(table.Columns["LName"].AllowDBNull.ToString());

this.CenterToScreen();

}

private void button1\_Click(object sender, EventArgs e)

{

DataRow newRow = table.NewRow();

newRow["FName"] = textBox1.Text.Count() == 0 ? null : textBox1.Text;

newRow["LName"] = textBox2.Text.Count() == 0 ? null : textBox2.Text;

newRow["Address1"] = textBox3.Text.Count() == 0 ? null : textBox3.Text;

newRow["City"] = textBox4.Text.Count() == 0 ? null : textBox4.Text;

newRow["Phone"] = textBox5.Text.Count() == 0 ? null : textBox5.Text;

try

{

table.Rows.Add(newRow);

DialogResult = System.Windows.Forms.DialogResult.OK;

CustomersUpdates.InsertCustomers(table);

}

catch (Exception ex)

{

MessageBox.Show(ex.Message);

}

finally

{

this.Close();

}

}

private void button2\_Click(object sender, EventArgs e)

{

DialogResult = System.Windows.Forms.DialogResult.Cancel;

this.Close();

}

}

public partial class Form1 : Form

{

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Customers";

DataTable customers = new DataTable("Customers");

SqlDataAdapter adapter;

public Form1()

{

InitializeComponent();

this.CenterToScreen();

}

private void Form1\_Load(object sender, EventArgs e)

{

adapter = new SqlDataAdapter(commandString, connectionString);

adapter.MissingSchemaAction = MissingSchemaAction.AddWithKey;

adapter.FillSchema(customers, SchemaType.Mapped);

customers.Columns["CustomerNo"].AutoIncrementSeed = -1;

customers.Columns["CustomerNo"].AutoIncrementStep = -1;

adapter.Fill(customers);

dataGridView1.DataSource = customers;

}

private void button1\_Click(object sender, EventArgs e)

{

System.Windows.Forms.DialogResult result = new AddCustomerDialog(customers).ShowDialog();

}

private void button2\_Click(object sender, EventArgs e)

{

}

\*\*\*

DeleteRows

static class CustomersUpdates

{

private static void DeleteCustomers(DataRow customersRow)

{

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

StringBuilder builder = new StringBuilder();

string commandString = "DELETE Customers " +

"WHERE CustomerNo = @CustomerNo";

using (SqlConnection connection = new SqlConnection(connectionString))

{

connection.Open();

SqlCommand cmd = new SqlCommand(commandString, connection);

cmd.Parameters.AddWithValue("CustomerNo", customersRow[0, DataRowVersion.Original]);

cmd.ExecuteNonQuery();

}

}

public static void DeleteCustomers(DataTable customers)

{

foreach (DataRow row in customers.Rows)

{

if (row.RowState == DataRowState.Deleted)

DeleteCustomers(row);

}

customers.AcceptChanges();

}

}

public partial class Form1 : Form

{

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Customers";

DataTable customers = new DataTable("Customers");

public Form1()

{

InitializeComponent();

}

private void dataGridView1\_CellContentClick(object sender, DataGridViewCellEventArgs e)

{

}

private void Form1\_Load(object sender, EventArgs e)

{

SqlDataAdapter adapter = new SqlDataAdapter(commandString, connectionString);

adapter.MissingSchemaAction = MissingSchemaAction.AddWithKey;

adapter.Fill(customers);

dataGridView1.ReadOnly = true;

dataGridView1.DataSource = customers;

}

private void button1\_Click(object sender, EventArgs e)

{

DialogResult res = MessageBox.Show("Вы уверены что хотите удалить этого клиента?", "DeleteDialog", MessageBoxButtons.OKCancel);

if (res == System.Windows.Forms.DialogResult.OK)

{

(dataGridView1.CurrentRow.DataBoundItem as DataRowView).Row.Delete();

CustomersUpdates.DeleteCustomers(customers);

}

}

\*\*\*

AdapterApdate

public partial class MainForm : Form

{

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Customers";

DataTable customers = new DataTable("Customers");

SqlDataAdapter adapter;

public MainForm()

{

InitializeComponent();

this.CenterToScreen();

}

private void MainForm\_Load(object sender, EventArgs e)

{

adapter = new SqlDataAdapter(commandString, connectionString);

adapter.MissingSchemaAction = MissingSchemaAction.AddWithKey;

ConfigureCustomersAdapter(adapter);

adapter.FillSchema(customers, SchemaType.Mapped);

customers.Columns[0].AutoIncrementSeed = -1;

customers.Columns[0].AutoIncrementStep = -1;

adapter.Fill(customers);

dataGridView1.DataSource = customers;

adapter.RowUpdated += adapter\_RowUpdated;

}

void adapter\_RowUpdated(object sender, SqlRowUpdatedEventArgs e)

{

if (e.StatementType == StatementType.Insert)

{

var insertedRow = e.Row;

try

{

insertedRow.Table.Columns[0].ReadOnly = false;

insertedRow[0] = e.Command.Parameters["NewCustomerNo"].Value;

}

catch (Exception)

{

throw;

}

finally

{

insertedRow.Table.Columns[0].ReadOnly = true;

}

}

}

private static void ConfigureCustomersAdapter(SqlDataAdapter customersAdapter)

{

#region Configure UpdateCommand

string commandString = "UPDATE Customers " +

"SET FName = @FName," +

"LName = @LName," +

"MName= @Mname," +

"Address1 = @Address1," +

"Address2 = @Address2," +

"City = @City," +

"Phone = @Phone," +

"DateInSystem = @DateInSystem " +

"WHERE CustomerNo = @CustomerNo";

customersAdapter.UpdateCommand = new SqlCommand(commandString,

customersAdapter.SelectCommand.Connection);

var updateParameters = customersAdapter.UpdateCommand.Parameters;

updateParameters.Add("CustomerNo", SqlDbType.Int, 0, "CustomerNo");

updateParameters.Add("FName", SqlDbType.NVarChar, 20, "FName");

updateParameters.Add("LName", SqlDbType.NVarChar, 20, "Lname");

updateParameters.Add("MName", SqlDbType.NVarChar, 20, "MName");

updateParameters.Add("Address1", SqlDbType.NVarChar, 20, "Address1");

updateParameters.Add("Address2", SqlDbType.NVarChar, 20, "Address2");

updateParameters.Add("City", SqlDbType.NVarChar, 20, "City");

updateParameters.Add("Phone", SqlDbType.NVarChar, 20, "Phone");

updateParameters.Add("DateInSystem", SqlDbType.Date, 0, "DateInSystem");

#endregion

#region Configure DeleteCommand

customersAdapter.DeleteCommand = new SqlCommand("DELETE Customers WHERE CustomerNo = @CustomerNo",

customersAdapter.SelectCommand.Connection);

var deleteParameters = customersAdapter.DeleteCommand.Parameters;

deleteParameters.Add("@CustomerNo", SqlDbType.Int, 0, "CustomerNo");

#endregion

#region Configure InsertCommand

customersAdapter.InsertCommand =

new SqlCommand("INSERT Customers " +

"VALUES (@FName, @LName, @MName, @Address1, @Address2, @City, @Phone, @DateInSystem);"+

"DECLARE @NewCustomer int; "+

"SET @NewCustomerNo = @@IDENTITY;",

customersAdapter.SelectCommand.Connection);

var insertParameters = customersAdapter.InsertCommand.Parameters;

insertParameters.Add("FName", SqlDbType.NVarChar, 20, "FName");

insertParameters.Add("LName", SqlDbType.NVarChar, 20, "Lname");

insertParameters.Add("MName", SqlDbType.NVarChar, 20, "MName");

insertParameters.Add("Address1", SqlDbType.NVarChar, 20, "Address1");

insertParameters.Add("Address2", SqlDbType.NVarChar, 20, "Address2");

insertParameters.Add("City", SqlDbType.NVarChar, 20, "City");

insertParameters.Add("Phone", SqlDbType.NVarChar, 20, "Phone");

insertParameters.Add("DateInSystem", // имя параметра

SqlDbType.Date, // тип данных в источнике

0, // длина столбца

"DateInSystem"); // имя столбца в источнике данных

var outputParameter = insertParameters.Add("NewCustomerNo", SqlDbType.Int);

outputParameter.Direction = ParameterDirection.Output;

#endregion

}

private void button1\_Click(object sender, EventArgs e)

{

try

{

adapter.Update(customers);

}

catch (Exception ex)

{

MessageBox.Show(ex.Message);

}

//customers.Clear();

//adapter.Fill(customers);

}

}

\*\*\*

CommandBuilderWork

static void Main(string[] args)

{

string connectionString = @"Data Source=.\SQLEXPRESS;Initial Catalog=ShopDB;Integrated Security=True";

string commandString = "SELECT \* FROM Customers";

DataTable customers = new DataTable("Customers");

SqlDataAdapter adapter = new SqlDataAdapter(commandString, connectionString);

SqlCommandBuilder commandBuilder = new SqlCommandBuilder(adapter);

adapter.MissingSchemaAction = MissingSchemaAction.AddWithKey;

adapter.Fill(customers);

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Adding Data\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

customers.LoadDataRow(new object[] { -1, "TEST", "TEST", "TEST", "TEST", "TEST", "TEST", "TEST", "9999/12/31" }, false);

adapter.Update(customers);

customers.Clear();

adapter.Fill(customers);

Console.WriteLine("Customers after adding test rows");

foreach (DataRow row in customers.Rows)

{

foreach (DataColumn column in customers.Columns)

Console.WriteLine("{0}: {1}", column.ColumnName, row[column]);

Console.WriteLine();

}

Console.ReadKey();

Console.Clear();

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Changing Data\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

DataRow[] changedRows = customers.Select("Phone = 'TEST'");

foreach (var singleRow in changedRows)

{

singleRow[1] = "ChangedValue";

singleRow[2] = "ChangedValue";

singleRow[3] = "ChangedValue";

}

adapter.Update(customers);

customers.Clear();

adapter.Fill(customers);

Console.WriteLine("Customers after changing test rows");

foreach (DataRow row in customers.Rows)

{

foreach (DataColumn column in customers.Columns)

Console.WriteLine("{0}: {1}", column.ColumnName, row[column]);

Console.WriteLine();

}

Console.ReadKey();

Console.Clear();

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Deleting Data\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

DataRow[] rowsToDelete = customers.Select("Phone = 'TEST'");

foreach (var singleRow in rowsToDelete)

{

singleRow.Delete();

}

adapter.Update(customers);

customers.Clear();

adapter.Fill(customers);

Console.WriteLine("Customers after deleting test rows");

foreach (DataRow row in customers.Rows)

{

foreach (DataColumn column in customers.Columns)

Console.WriteLine("{0}: {1}", column.ColumnName, row[column]);

Console.WriteLine();

}

Console.ReadKey();

Console.Clear();

}